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This is a practice of [UC business analytics R programming guide](http://uc-r.github.io/).

# Predictive analytics

## Machine Learning

### Regularized regression

As discussed, linear regression is a simple and fundamental approach for supervised learning. Moreover, when the assumption required by OLS are met, the coefficients produced by OLS are unbiased and, of all unbiased linear techniques, have the lowest variance. However, in today’s world, data sets being analyzed typically have a large amount of features. As the number of features grow, our OLS assumptions typically break down and our models often overfit (aka have high variance) to the training sample, causing our out of sample error to increase. Regularization methods provide a means to control our regression coefficients, which can reduce the variance and decrease our of sample error.

#### tl;dr

This tutorial serves as an introduction to regularized and covers:

1. [Replication requirements](#RR_RR): What you’ll need to reproduce the analysis in this tutorial.
2. [Why regularize](#RR_Reg): A closer look at why regularization can improve upon ordinary least squares regression.
3. [Ridge regression](#RR_Ridge): Regularizing coefficients but keeping all features.
4. [Lasso regression](#RR_LASSO): Regularizing coefficients to perform feature selection.
5. [Elastic nets](#RR_EN): Combining Ridge and Lasso regularization. Predicting: Once you’ve found your optimal model, predict on a new data set.
6. [Other package implementations](#RR_pck_imp): Implementing regularization with other popular packages.
7. [Learning more](#RR_Learn): Where to go from here.

#### Replication Requirements:

This tutorial leverages the following packags. Most of these packages are playing a supporting role while the main emphasis will be on the glmnet package.

library(tidyverse)  
library(rsample) # data splitting   
library(glmnet) # implementing regularized regression approaches  
library(dplyr) # basic data manipulation procedures  
library(ggplot2) # plotting

To illustrate various regularization concepts, we will use the Ames Housing data that has been included in the AmesHousing package.

# Create training (70%) and test (30%) sets for the AmesHousing::make\_ames() data.  
# Use set.seed for reproducibility  
  
set.seed(123)  
  
ames\_split <- initial\_split(AmesHousing::make\_ames(), prop = .7, strata = "Sale\_Price")  
ames\_train <- training(ames\_split)  
ames\_test <- testing(ames\_split)

#### Why regularize

The objective of ordinary least squares regression is to find the plane that minimizes the sum of squared errors (SSE) between the observed and predicted response. In Figure 1, this means identifying the plane that minimizes the grey lines, which measure the distance between the observed (red dots) and predicted response (blue plane).

More formally, this objective function is written as:

The OLS objective function performs quite well when our data align to the key assumptions of OLS regression:

* Linear relationship
* Multivariate normality
* No autocorrelation
* Homoscedastic (constant variance in residuals)
* There are more observations (n) than features

However, for many real-life data sets we have very *wide* data, meaning we have a large number of features (*p*) that we believe are informative in predicting some outcome. As *p* increases, we can quickly violate some of the OLS assumptions and we require alternative approaches to provide predictive analytic solutions. Specifically, as *p* increases there are three main issues we most commonly run into:

**1. Multicollinearty**

As *p* increases we are more likely to capture multiple features that have some multicollinearity. When multicollinearity exists, we often see high variability in our coefficient terms. For example, in our Ames data, Gr\_Liv\_Area and TotRms\_AbvGrd are two variables that have a correlation of 0.801 and both variables are strongly correlated to our response variable (Sale\_Price). When we fit a model with both these variables we get a positive coefficient for Gr\_Liv\_Area but a negative coefficient for TotRms\_AbvGrd, suggesting one has a positive impact to Sale\_Price and the other a negative impact.

# fit with two strongly correlated variables  
lm(Sale\_Price ~ Gr\_Liv\_Area + TotRms\_AbvGrd, data = ames\_train)  
##   
## Call:  
## lm(formula = Sale\_Price ~ Gr\_Liv\_Area + TotRms\_AbvGrd, data = ames\_train)  
##   
## Coefficients:  
## (Intercept) Gr\_Liv\_Area TotRms\_AbvGrd   
## 38807.0 145.9 -11844.3  
##   
## Call:  
## lm(formula = Sale\_Price ~ Gr\_Liv\_Area + TotRms\_AbvGrd, data = ames\_train)  
##   
## Coefficients:  
## (Intercept) Gr\_Liv\_Area TotRms\_AbvGrd   
## 49953.6 137.3 -11788.2

However, if we refit the model with each variable independently, they both show a positive impact. However, the Gr\_Liv\_Area effect is now smaller and the TotRms\_AbvGrd is positive with a much larger magnitude.

# fit with just Gr\_Liv\_Area  
lm(Sale\_Price ~ Gr\_Liv\_Area, data = ames\_train)  
##   
## Call:  
## lm(formula = Sale\_Price ~ Gr\_Liv\_Area, data = ames\_train)  
##   
## Coefficients:  
## (Intercept) Gr\_Liv\_Area   
## 7989.4 115.6  
##   
## Call:  
## lm(formula = Sale\_Price ~ Gr\_Liv\_Area, data = ames\_train)  
##   
## Coefficients:  
## (Intercept) Gr\_Liv\_Area   
## 17797 108  
  
# fit with just TotRms\_Area  
lm(Sale\_Price ~ TotRms\_AbvGrd, data = ames\_train)  
##   
## Call:  
## lm(formula = Sale\_Price ~ TotRms\_AbvGrd, data = ames\_train)  
##   
## Coefficients:  
## (Intercept) TotRms\_AbvGrd   
## 15177 25788  
##   
## Call:  
## lm(formula = Sale\_Price ~ TotRms\_AbvGrd, data = ames\_train)  
##   
## Coefficients:  
## (Intercept) TotRms\_AbvGrd   
## 26820 23731

This is a common result when collinearity exists. Coefficients for correlated features become over-inflated and can fluctuate significantly. One consequence of these large fluctuations in the coefficient terms is overfitting, which means we have high variance in the bias-variance tradeoff space. Although an analyst can use tools such as variance inflaction factors (Myers, 1994) to identify and remove those strongly correlated variables, it is not always clear which variable(s) to remove. Nor do we always wish to remove variables as this may be removing signal in our data.

**2. Insufficient solution**

When the number of features exceed the number of observations (), the OLS solution matrix is *not* invertible. This causes significant issues because it means: (1) The least-squares estimates are not unique. In fact, there are an infinite set of solutions available and most of these solutions overfit the data. (2) In many instances the result will be computationally infeasible.

Consequently, to resolve this issue an analyst can remove variables until and then fit an OLS regression model. Although an analyst can use pre-processing tools to guide this manual approach (Kuhn & Johnson, 2013, pp. 43-47), it can be cumbersome and prone to errors.

**3. Interpretability**

With a large number of features, we often would like to identify a smaller subset of these features that exhibit the strongest effects. In essence, we sometimes prefer techniques that provide feature selection. One approach to this is called *hard threshholding* feature selection, which can be performed with linear model selection approaches. However, model selection approaches can be computationally inefficient, do not scale well, and they simply assume a feature as in or out. We may wish to use a *soft threshholding* approach that slowly pushes a feature’s effect towards zero. As will be demonstrated, this can provide additional understanding regarding predictive signals.

**Regulaized regression**

When we experience these concerns, one alternative to OLS regression is to use regularized regression (also commonly referred to as *penalized* models or *shrinkage* methods) to control the parameter estimates. Regularized regression puts contraints on the magnitude of the coefficients and will progressively shrink them towards zero. This constraint helps to reduce the magnitude and fluctuations of the coefficients and will reduce the variance of our model.

The objective function of regulaized regression model is very similar to OLS regression; however, we add a penalty paramter (P)

There are two main penalty parameters, which we will see shortly, but they both have a similarr effect. They constrain the size of the coefficients such that the only way the coefficients can increase is if we experience a comparable decrease in the sum of squared errors (SSE). Next, we’ll explore the most common approaches to incorporate regularization.

#### Ridge

Ridge regression [(Hoerl, 1970](https://www.tandfonline.com/doi/abs/10.1080/00401706.1970.10488634)) controls the coefficients by adding to the objective function. This penalty parameter is also referred to as ???" as it signifies a second-order penlty being used on the coefficients.

This penalty parameter can take on a wide range of values, which is controlled by the tuning parameter . When there is no effect and our objective function equals the normal PLS regression objective function of simply minimizing SSE.

However, as $\lambda -> \infit$, the penalty becomes large and forces our coefficients to zero. This is illustrated in Figure 2 where exemplar coefficients have been regularized with $ranging from 0 to over 8,000 (log(8103)=9).

Aothough these coefficients were scaled and centered prior to the analysis, you will notice that some are extremely large when . Furthermore, you will notice the large shrinks to zero. his is indicitive of multicollinearity and likely illustrates that constraining our coefficients with whre its then continuously shrinks to zero. This is indicative of multicollinearity and likely illustrates that constraining our coefficients with may reduce the variance, and therefore the error in our model. However, the question remains - how do we find the amount that minimizes our error? We will answer this shortly.

##### Implementation

To implement Ridge regression, we will focus on the glmnet package (implementation in other packages are illustrated [below](http://uc-r.github.io/regularized_regression#other)). glmnet does not use the formula method (y ~ x) so prior to modeling we need to create our feature and target set. Furthermore, we use the model.matrix function on our feature set, which will automatically dummy encode qualitative variables (see Matrix::sparse.model.matrix for increased efficiency on large dimension data). We also log transform our response variable due to its skeweness.

# Create training and testing feature model matrices and response vectors.  
# we use model.matrix(...)[, -1] to discard the intercept  
ames\_train\_x <- model.matrix(Sale\_Price ~ ., ames\_train)[, -1]  
ames\_train\_y <- log(ames\_train$Sale\_Price)  
  
ames\_test\_x <- model.matrix(Sale\_Price ~ ., ames\_test)[, -1]  
ames\_test\_y <- log(ames\_test$Sale\_Price)  
  
# What is the dimension of of your feature matrix?  
dim(ames\_train\_x)  
## [1] 2054 307  
## [1] 2054 307

To apply a ridge model we can use the glmnet::glmnet function. The alpha parameter tells glmnet to perform a ridge (alpha = 0), lasso (alpha = 1), or elastic net () model. Behind the scenes, glmnet is doing two things that you should be awre of:

1. It is essential that predictor variables are standardized when performing regularized regression. glmnet performs this for you. If you standardize your predictors prior to glmnet you can turn this argument off with standardize = FALSE.
2. glmnet will perform ridge models across a wide range of parameters, which are illustrated in the figure below.

# apply ridge regression to ames data  
library(glmnet)  
ames\_ridge <- glmnet(  
 x = ames\_train\_x,  
 y = ames\_train\_y,  
 alpha = 0  
)  
  
plot(ames\_ridge, xvar="lambda")
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In fact, we can see the exact values applied with ames\_ridge$lambda. Although you can specify your own values, by default glmnet applies 100 values that are derived. Majority of the time you will have little need to adjust the default values.

We can also directly access the coefficients for a model using coef. glmnet stores all the coefficients for each model in order of largest to smallest . Due to the number of features, here I just peak at thebcoefficients for the Gr\_Liv\_Area and TotRms\_abvGrd features for the largest (279.1035) and smallest (0.02791035). You can see how the largest value has pushed these coefficients to nearly 0.

# lambdas applied to penalty parameter  
ames\_ridge$lambda %>% head()  
## [1] 289.0010 263.3270 239.9337 218.6187 199.1972 181.5011  
## [1] 279.1035 254.3087 231.7166 211.1316 192.3752 175.2851  
  
# coefficients for the largest and smallest lambda parameters  
coef(ames\_ridge)[c("Gr\_Liv\_Area", "TotRms\_AbvGrd"), 100]  
## Gr\_Liv\_Area TotRms\_AbvGrd   
## 0.0001108687 0.0083032186  
## Gr\_Liv\_Area TotRms\_AbvGrd   
## 0.0001004011 0.0096383231  
coef(ames\_ridge)[c("Gr\_Liv\_Area", "TotRms\_AbvGrd"), 1]   
## Gr\_Liv\_Area TotRms\_AbvGrd   
## 5.848028e-40 1.341550e-37  
## Gr\_Liv\_Area TotRms\_AbvGrd   
## 5.551202e-40 1.236184e-37

However, at this point, we do not understand how much improvement we are experiencing in our model.

**Tuning**

Recall tht is a tuning parameter that helps to control our model frok overfitting to the training data. However, to identify the optimal value we need to perform [cross validation](http://uc-r.github.io/resampling_methods) (CV). cv.glmnet provides a built-in option to perform k-fold CV, and by default, performs 10-fold CV.

# Apply CV Ridge regression to ames data  
ames\_ridge <- cv.glmnet(  
 x = ames\_train\_x,  
 y = ames\_train\_y,  
 alpha = 0  
)  
  
# plot results  
plot(ames\_ridge)
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Our plot outputs above illustrates the 10-fold CV mean squared error(MSE) across the values. It illustrates that we do not see substantial improvement; however, as we constrain our coefficients with penalty, the MSE rises considerably.

The numbers at the top of the plot (299) just refer to the number of variables in the model. Ridge regression does not force any variable exactly zero so all features will remain in the model (we will see this change with lasso and elastic nets).

ames\_ridge$cvm %>% min() #minimum MSE  
## [1] 0.01955871  
ames\_ridge$lambda.min # lambda for this min MSE  
## [1] 0.1542312  
  
ames\_ridge$cvm[ames\_ridge$lambda == ames\_ridge$lambda.1se] # 1st st.error  
## [1] 0.02160821  
ames\_ridge$lambda.1se # lambda for this MSE  
## [1] 0.5169216

The advantage of identifying the with an MSE within one standard error becomes more obvious with the lasso and elastic net models. However, for now we can assess this visually. Here we plot the coefficients across the values and the dashed red line represents the largest that falls within oe standard error of the minimum MSE. This shows you how much we can constrain the coefficients while still maximizing predictive accuracy.

ames\_ridge\_min <- glmnet(  
 x = ames\_train\_x,  
 y = ames\_train\_y,  
 alpha = 0  
)  
  
plot(ames\_ridge\_min, xvar = "lambda")  
abline(v = log(ames\_ridge$lambda.1se), col = "red", lty = "dashed")

![](data:image/png;base64,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)

**Advantage & Disdvantage**

In essence, the ridge regression model has pushed many of the correlated features towards each other rather than allowing for one to be wildly positive and the other wildly negative. Furthermore, many of the non-important features have been pushed closer to zero. This means we have reduced the noise in our data, which provides us more clarity in identifying the true signals in our model.

coef(ames\_ridge, s = "lambda.1se") %>%   
 broom::tidy() %>%   
 filter(row != "(Intercept)") %>%   
 top\_n(25, wt = abs(value)) %>%   
 ggplot(aes(value, reorder(row, value)))+  
 geom\_point()+  
 ggtitle("Top 25 influential variables")+  
 xlab("coefficient")+  
 ylab(NULL)
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However, **a ridge model will retain all variables**. Therefore, a ridge model is good if you believe there is a need to retain all features in your model yet reduce the noise that less influential variables may create and minimize multicollinearity. However, a ridge model does not perform feature selection. If greater interpretation is necessary where you need to reduce the signal in your data to a smaller subset then a lasso model may be preferable.

#### LASSO

The *least absolute shrinkage and selection operator (lasso)* model ([Tibshirani, 1996](http://www.jstor.org/stable/2346178?seq=1#page_scan_tab_contents)) is an alternative to ridge regression that has a small modification to the penalty in the objective function. Rather than the penalty we use the following penalty in the objective function

Whereas the ridge regression approach pushes variables to *approximately but not equal to zero*, the lasso penalty will actually push coefficients to zero as illustrated with Fig. 3. Thus the lasso model not only improves the model with regularization but it also conducts automated feature selection.

In Fig.3we see that when only 3 variables are retained. Consequently, when a data set has many features lasso can be used to identify and extract those features with the largest (and most consistent) signal.

**Implementation**

Implementing lasso follows the same logic as implementing the ridge model, we just need to switch alpha=1 within glmnet.

## apply lasso regression to ames data  
  
ames\_lasso <- glmnet(  
 x = ames\_train\_x,  
 y = ames\_train\_y,  
 alpha = 1  
)  
  
plot(ames\_lasso, xvar = "lambda")
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Our output illustrates a quick drop in the number of features retained in the lasso model as -> -6. In fact, we see several features that had very large coefficients for the OLS model (when . As before, these features are likely highly correlated with other features in the data, causing their coefficients to be excessively large. As we constrain our model, these noisy features are pushed to zero.

However, similar to the Ridge regression section, we need to perform CV to determine when the right value is for .

**Tuning**

To perform CV we use the same approach as we did in the ridge regression tuning section, but change our alpha = 1. We see that we can minimize our MSE by applying approximately Not only does this minimize our MSE but it also reduces the number of features to

# Apply CV Ridge regression to ames data  
ames\_lasso <- cv.glmnet(  
 x = ames\_train\_x,  
 y = ames\_train\_y,  
 alpha = 1  
)  
# plot results  
plot(ames\_lasso)
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As before, we can extract our minimum and one standard error MSE and $\λ$ values.

min(ames\_lasso$cvm) # minimum MSE  
## [1] 0.02246344  
## [1] 0.02275227  
ames\_lasso$lambda.min # lambda for this min MSE  
## [1] 0.00332281  
## [1] 0.003521887  
  
ames\_lasso$cvm[ames\_lasso$lambda == ames\_lasso$lambda.1se] # 1 st.error of min MSE  
## [1] 0.02482119  
## [1] 0.02562055  
ames\_lasso$lambda.1se # lambda for this MSE  
## [1] 0.01472211  
## [1] 0.01180396

Now the advantage of identifying the with an MSE within one standard error becomes more obvious. If we use the that derives the minimum MSE we can reduce our feature set from 307 down to less than 160. However, there will be some variability with this MSE and we can reasonably assume that we can achieve a similar MSE with a slightly more constrained model that uses only 63 features. If describing and interpreting the predictors is an important outcome of your analysis, this may significantly aid your endeavor.

ames\_lasso\_min <- glmnet(  
 x = ames\_train\_x,  
 y = ames\_train\_y,  
 alpha = 1  
)  
  
plot(ames\_lasso\_min, xvar = "lambda")  
abline(v = log(ames\_lasso$lambda.min), col = "red", lty = "dashed")  
abline(v = log(ames\_lasso$lambda.1se), col = "red", lty = "dashed")
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**Advantage & Disadvantage**

Similar to ridge, the lasso pushes many of the collinear features towards each other rather than allowing for one to be wildly positive and the other wildly negative. However, unlike ridge, the lasso will actually push coefficients to zero and perform feature selection. This simplifies and automates the process of identifying those feature most influential to predictive accuracy.

coef(ames\_lasso, s = "lambda.1se") %>%   
 broom::tidy() %>%   
 filter(row != "(Intercept)") %>%   
 ggplot(aes(value, reorder(row, value), color = value >0))+  
 geom\_point(show.legend = FALSE)+  
 ggtitle("Influential variables")+  
 xlab("Coefficient")+  
 ylab(NULL)
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However, often when we remove features we sacrifice accuracy. Consequently, to gain the refined clarity and simplicity that lasso provides, we sometimes reduce the level of accuracy. Typically we do not see large differences in the minimum errors between the two. So practically, this may not be significant but if you are purely competing on minimizing error (i.e. Kaggle competitions) this may make all the difference!

# minimum Ridge MSE  
min(ames\_ridge$cvm)  
## [1] 0.01955871  
## [1] 0.02147691  
  
# minimum Lasso MSE  
min(ames\_lasso$cvm)  
## [1] 0.02246344  
## [1] 0.02275227

#### Elastic Nets

A generalization of the ridge and lasso models is the elastic net (Zou and Hastie, 2005), which combines the two penalties.

Although lasso models perform feature selection, a result of their penalty parameter is that typically when two strongly correlated features are pushed towards zero, one may be pushed fully to zero while the other remains in the model. Furthermore, the process of one being in and one being out is not very systematic. In contrast, the ridge regression penalty is a little more effective in systematically reducing correlated features together. Consequently, the advantage of the elastic net model is that it enables effective regularization via the ridge penalty with the feature selection characteristics of the lasso penalty.

**Implementation**

We implement an elastic net the same way as the ridge and lasso models, which are controlled by the alpha parameter. Any alpha value between 0-1 will perform an elastic net. When alpha = 0.5 we perform an equal combination of penalties whereas alpha will have a heavier ridge penalty applied and alpha will have a heavier lasso penalty.

library(glmnet)  
lasso <- glmnet(ames\_train\_x, ames\_train\_y, alpha = 1.0)   
elastic1 <- glmnet(ames\_train\_x, ames\_train\_y, alpha = 0.25)   
elastic2 <- glmnet(ames\_train\_x, ames\_train\_y, alpha = 0.75)   
ridge <- glmnet(ames\_train\_x, ames\_train\_y, alpha = 0.0)  
  
par(mfrow = c(2, 2), mar = c(6, 4, 6, 2) + 0.1)  
plot(lasso, xvar = "lambda", main = "Lasso (Alpha = 1)\n\n\n")  
plot(elastic1, xvar = "lambda", main = "Elastic Net (Alpha = .25)\n\n\n")  
plot(elastic2, xvar = "lambda", main = "Elastic Net (Alpha = .75)\n\n\n")  
plot(ridge, xvar = "lambda", main = "Ridge (Alpha = 0)\n\n\n")
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**Tuning**

In ridge and lasso models is our primary tuning parameter. However, with elastic nets, we want to tune the and the alpha parameters. To set up our tuning, we create a common fold\_id, which just allows us to apply the same CV folds to each model.

We then create a tuning grid that searches across a range of alphas from 0-1, and empty columns where we will dump our model results into.

# maintain the same folds across all models  
fold\_id <- sample(1:10, size = length(ames\_train\_y), replace=TRUE)  
  
# search across a range of alphas  
tuning\_grid <- tibble::tibble(  
 alpha = seq(0, 1, by = .1),  
 mse\_min = NA,  
 mse\_1se = NA,  
 lambda\_min = NA,  
 lambda\_1se = NA  
)

Now we can iterate over each alpha value, apply a CV elastic net, and extract the minimum and one standard error MSE values and their respective values.

for(i in seq\_along(tuning\_grid$alpha)) {  
   
 # fit CV model for each alpha value  
 fit <- cv.glmnet(ames\_train\_x, ames\_train\_y, alpha = tuning\_grid$alpha[i], foldid = fold\_id)  
   
 # extract MSE and lambda values  
 tuning\_grid$mse\_min[i] <- fit$cvm[fit$lambda == fit$lambda.min]  
 tuning\_grid$mse\_1se[i] <- fit$cvm[fit$lambda == fit$lambda.1se]  
 tuning\_grid$lambda\_min[i] <- fit$lambda.min  
 tuning\_grid$lambda\_1se[i] <- fit$lambda.1se  
}  
  
tuning\_grid  
## # A tibble: 11 x 5  
## alpha mse\_min mse\_1se lambda\_min lambda\_1se  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0 0.0198 0.0227 0.141 0.623   
## 2 0.1 0.0205 0.0237 0.0365 0.134   
## 3 0.2 0.0210 0.0243 0.0182 0.0736  
## 4 0.3 0.0213 0.0249 0.0122 0.0539  
## 5 0.4 0.0215 0.0249 0.00912 0.0404  
## 6 0.5 0.0216 0.0250 0.00729 0.0323  
## 7 0.6 0.0217 0.0255 0.00608 0.0296  
## 8 0.7 0.0218 0.0255 0.00521 0.0253  
## 9 0.8 0.0219 0.0255 0.00456 0.0222  
## 10 0.9 0.0219 0.0255 0.00405 0.0197  
## 11 1 0.0220 0.0256 0.00365 0.0177  
## # A tibble: 11 x 5  
## alpha mse\_min mse\_1se lambda\_min lambda\_1se  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0 0.0217 0.0241 0.136 0.548   
## 2 0.100 0.0215 0.0239 0.0352 0.0980  
## 3 0.200 0.0217 0.0243 0.0193 0.0538  
## 4 0.300 0.0218 0.0243 0.0129 0.0359  
## 5 0.400 0.0219 0.0244 0.0106 0.0269  
## 6 0.500 0.0220 0.0250 0.00848 0.0236  
## 7 0.600 0.0220 0.0250 0.00707 0.0197  
## 8 0.700 0.0221 0.0250 0.00606 0.0169  
## 9 0.800 0.0221 0.0251 0.00530 0.0148  
## 10 0.900 0.0221 0.0251 0.00471 0.0131  
## 11 1.00 0.0223 0.0254 0.00424 0.0118

If we plot the MSE +- one standard erro for the optimal value for each alpha setting, we see that they all fall within the same level of accuracy. Consequently, we could select a full lasso model with , gain the benefits of its feature selection capability and reasonably assume no loss in accuracy.

tuning\_grid %>%   
 mutate(se = mse\_1se - mse\_min) %>%   
 ggplot(aes(alpha, mse\_min))+  
 geom\_line(size = 2)+  
 geom\_ribbon(aes(ymax = mse\_min + se, ymin = mse\_min - se), alpha= .25)+  
 ggtitle("MSE +- one standard error")
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**Advantage & Disadvantage**

As previously stated, the advantage of the elastic net model is that it enables effective regularization via the ridge penalty with the feature selection characteristics of the lasso penalty. Effectively, elastic nets allow us to control multicollinearity concerns, perform regression when , and reduce excessive noise in our data so that we can isolate the most influential variables while balancing prediction accuracy.

However, elastic nets, and regularization models in general, still assume linear relationships between the features and the target variable. And although we can incorporate non-additive models with interactions, doing this when the number of features is large is extremely tedious and difficult. When non-linear relationships exist, its beneficial to start exploring non-linear regression

#### Predicting

Once you have identified your preferred model, you can simply use predict to predict the same model on a new data set. The only caveat is you need to supply predict an s parameter with the preferred models value. For example, here we create a lasso model, which provides me a minimum MSE of 0.022. I use the minimum value to predict on the unseen test set and obtain a slightly lower MSE of 0.015.

# some best model  
cv\_lasso <- cv.glmnet(ames\_train\_x, ames\_train\_y, alpha = 1.0)  
min(cv\_lasso$cvm)  
## [1] 0.02036225  
## [1] 0.02279668  
  
# predict  
pred <- predict(cv\_lasso, s = cv\_lasso$lambda.min, ames\_test\_x)  
mean((ames\_test\_y - pred)^2)  
## [1] 0.02040651  
## [1] 0.01488605

#### Other package implementation {##RR\_pck\_imp}

glmnet is not the only package that can perform regularized regression. The following also shows how to implement with the popular caret and h2o packages. For brevity, I show the code but not the output.

## caret package  
library(caret)  
  
train\_control <- trainControl(method = "cv", number = 10)  
  
caret\_mod <- train(  
 x = ames\_train\_x,  
 y = ames\_train\_y,  
 method = "glmnet",  
 preProc = c("center", "scale", "zv", "nzv"),  
 trControl = train\_control,  
 tuneLength = 10  
)  
  
caret\_mod  
## glmnet   
##   
## 2054 samples  
## 307 predictor  
##   
## Pre-processing: centered (113), scaled (113), remove (194)   
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1849, 1848, 1847, 1850, 1849, 1849, ...   
## Resampling results across tuning parameters:  
##   
## alpha lambda RMSE Rsquared MAE   
## 0.1 0.0001335259 0.1529759 0.8626587 0.09899496  
## 0.1 0.0003084622 0.1529697 0.8626702 0.09899085  
## 0.1 0.0007125878 0.1527312 0.8630945 0.09882473  
## 0.1 0.0016461703 0.1523040 0.8638461 0.09858775  
## 0.1 0.0038028670 0.1518043 0.8647353 0.09829651  
## 0.1 0.0087851163 0.1511589 0.8658996 0.09792048  
## 0.1 0.0202947586 0.1512482 0.8658861 0.09846301  
## 0.1 0.0468835259 0.1542133 0.8616162 0.10095388  
## 0.1 0.1083070283 0.1613716 0.8525304 0.10562397  
## 0.1 0.2502032890 0.1783894 0.8378278 0.11798124  
## 0.2 0.0001335259 0.1530144 0.8625906 0.09901019  
## 0.2 0.0003084622 0.1529054 0.8627844 0.09893138  
## 0.2 0.0007125878 0.1526093 0.8633042 0.09873037  
## 0.2 0.0016461703 0.1520597 0.8642754 0.09843475  
## 0.2 0.0038028670 0.1515362 0.8652246 0.09801179  
## 0.2 0.0087851163 0.1511130 0.8660407 0.09800962  
## 0.2 0.0202947586 0.1531822 0.8629272 0.10015289  
## 0.2 0.0468835259 0.1583264 0.8557192 0.10357302  
## 0.2 0.1083070283 0.1713989 0.8406963 0.11319420  
## 0.2 0.2502032890 0.2015887 0.8196545 0.13607965  
## 0.3 0.0001335259 0.1530175 0.8625852 0.09901246  
## 0.3 0.0003084622 0.1528417 0.8628943 0.09887464  
## 0.3 0.0007125878 0.1524303 0.8636143 0.09862411  
## 0.3 0.0016461703 0.1519261 0.8645281 0.09829674  
## 0.3 0.0038028670 0.1513782 0.8655399 0.09792851  
## 0.3 0.0087851163 0.1517901 0.8649707 0.09874489  
## 0.3 0.0202947586 0.1548532 0.8604377 0.10124984  
## 0.3 0.0468835259 0.1631931 0.8487612 0.10712019  
## 0.3 0.1083070283 0.1804627 0.8317568 0.12000176  
## 0.3 0.2502032890 0.2242488 0.8048855 0.15383093  
## 0.4 0.0001335259 0.1530032 0.8626107 0.09900104  
## 0.4 0.0003084622 0.1527835 0.8629949 0.09883071  
## 0.4 0.0007125878 0.1522777 0.8638796 0.09853749  
## 0.4 0.0016461703 0.1517960 0.8647653 0.09816823  
## 0.4 0.0038028670 0.1512813 0.8657246 0.09790412  
## 0.4 0.0087851163 0.1527729 0.8634153 0.09973034  
## 0.4 0.0202947586 0.1567219 0.8575524 0.10244652  
## 0.4 0.0468835259 0.1674084 0.8431901 0.11030906  
## 0.4 0.1083070283 0.1900641 0.8220999 0.12713979  
## 0.4 0.2502032890 0.2456477 0.7968665 0.17219318  
## 0.5 0.0001335259 0.1529694 0.8626695 0.09897170  
## 0.5 0.0003084622 0.1527206 0.8631031 0.09877948  
## 0.5 0.0007125878 0.1521743 0.8640690 0.09847427  
## 0.5 0.0016461703 0.1517015 0.8649410 0.09808645  
## 0.5 0.0038028670 0.1514410 0.8654740 0.09816784  
## 0.5 0.0087851163 0.1535069 0.8622717 0.10039370  
## 0.5 0.0202947586 0.1585892 0.8546972 0.10366586  
## 0.5 0.0468835259 0.1711919 0.8386196 0.11310210  
## 0.5 0.1083070283 0.1988715 0.8144491 0.13394394  
## 0.5 0.2502032890 0.2677720 0.7874492 0.19208881  
## 0.6 0.0001335259 0.1529457 0.8627110 0.09894655  
## 0.6 0.0003084622 0.1526476 0.8632329 0.09872871  
## 0.6 0.0007125878 0.1521007 0.8642136 0.09841560  
## 0.6 0.0016461703 0.1516403 0.8650668 0.09805262  
## 0.6 0.0038028670 0.1516698 0.8651021 0.09848230  
## 0.6 0.0087851163 0.1541771 0.8612517 0.10084110  
## 0.6 0.0202947586 0.1606510 0.8515691 0.10511838  
## 0.6 0.0468835259 0.1751425 0.8337697 0.11597593  
## 0.6 0.1083070283 0.2072075 0.8085757 0.14014121  
## 0.6 0.2502032890 0.2895134 0.7807597 0.21111363  
## 0.7 0.0001335259 0.1529182 0.8627588 0.09892152  
## 0.7 0.0003084622 0.1525582 0.8633865 0.09868078  
## 0.7 0.0007125878 0.1520463 0.8643179 0.09835732  
## 0.7 0.0016461703 0.1515912 0.8651754 0.09802856  
## 0.7 0.0038028670 0.1519555 0.8646544 0.09881899  
## 0.7 0.0087851163 0.1548004 0.8603025 0.10119692  
## 0.7 0.0202947586 0.1627999 0.8483414 0.10680467  
## 0.7 0.0468835259 0.1792009 0.8286142 0.11899322  
## 0.7 0.1083070283 0.2158269 0.8020943 0.14685245  
## 0.7 0.2502032890 0.3123587 0.7639857 0.23129960  
## 0.8 0.0001335259 0.1528934 0.8628024 0.09889940  
## 0.8 0.0003084622 0.1524796 0.8635221 0.09864034  
## 0.8 0.0007125878 0.1519877 0.8644285 0.09830023  
## 0.8 0.0016461703 0.1515406 0.8652735 0.09802800  
## 0.8 0.0038028670 0.1522942 0.8641256 0.09918411  
## 0.8 0.0087851163 0.1554853 0.8592392 0.10161487  
## 0.8 0.0202947586 0.1649098 0.8451450 0.10842937  
## 0.8 0.0468835259 0.1832344 0.8233507 0.12199727  
## 0.8 0.1083070283 0.2242570 0.7962765 0.15379654  
## 0.8 0.2502032890 0.3360986 0.7248864 0.25185135  
## 0.9 0.0001335259 0.1528683 0.8628464 0.09887948  
## 0.9 0.0003084622 0.1524011 0.8636585 0.09859931  
## 0.9 0.0007125878 0.1519283 0.8645367 0.09825245  
## 0.9 0.0016461703 0.1514541 0.8654270 0.09800839  
## 0.9 0.0038028670 0.1526743 0.8635214 0.09958496  
## 0.9 0.0087851163 0.1562250 0.8580869 0.10208126  
## 0.9 0.0202947586 0.1667279 0.8425633 0.10988380  
## 0.9 0.0468835259 0.1869510 0.8187765 0.12486550  
## 0.9 0.1083070283 0.2328192 0.7897299 0.16118585  
## 0.9 0.2502032890 0.3598416 0.6471565 0.27230177  
## 1.0 0.0001335259 0.1528421 0.8628890 0.09885896  
## 1.0 0.0003084622 0.1523370 0.8637698 0.09856552  
## 1.0 0.0007125878 0.1518838 0.8646164 0.09822006  
## 1.0 0.0016461703 0.1514135 0.8655058 0.09802221  
## 1.0 0.0038028670 0.1530411 0.8629353 0.09994305  
## 1.0 0.0087851163 0.1570340 0.8568153 0.10261590  
## 1.0 0.0202947586 0.1683894 0.8402729 0.11115096  
## 1.0 0.0468835259 0.1904441 0.8148559 0.12743546  
## 1.0 0.1083070283 0.2409139 0.7855310 0.16832017  
## 1.0 0.2502032890 0.3805446 0.5646772 0.29026265  
##   
## RMSE was used to select the optimal model using the smallest value.  
## The final values used for the model were alpha = 0.2 and lambda  
## = 0.008785116.

## h2o package  
library(h2o)  
h2o.init()  
##   
## H2O is not running yet, starting it now...  
##   
## Note: In case of errors look at the following log files:  
## C:\Users\KOJIKM~1.MIZ\AppData\Local\Temp\RtmpmC07pv/h2o\_kojikm\_mizumura\_started\_from\_r.out  
## C:\Users\KOJIKM~1.MIZ\AppData\Local\Temp\RtmpmC07pv/h2o\_kojikm\_mizumura\_started\_from\_r.err  
##   
##   
## Starting H2O JVM and connecting: . Connection successful!  
##   
## R is connected to the H2O cluster:   
## H2O cluster uptime: 5 seconds 819 milliseconds   
## H2O cluster timezone: Asia/Tokyo   
## H2O data parsing timezone: UTC   
## H2O cluster version: 3.22.1.1   
## H2O cluster version age: 8 months and 9 days !!!   
## H2O cluster name: H2O\_started\_from\_R\_kojikm.mizumura\_qba461   
## H2O cluster total nodes: 1   
## H2O cluster total memory: 1.96 GB   
## H2O cluster total cores: 4   
## H2O cluster allowed cores: 4   
## H2O cluster healthy: TRUE   
## H2O Connection ip: localhost   
## H2O Connection port: 54321   
## H2O Connection proxy: NA   
## H2O Internal Security: FALSE   
## H2O API Extensions: Algos, AutoML, Core V3, Core V4   
## R Version: R version 3.6.1 (2019-07-05)  
  
# convert data to h2o object  
ames\_h2o <- ames\_train %>%  
 mutate(Sale\_Price\_log = log(Sale\_Price)) %>%  
 as.h2o()  
##   
 |   
 | | 0%  
 |   
 |=================================================================| 100%  
  
# set the response column to Sale\_Price\_log  
response <- "Sale\_Price\_log"  
  
# set the predictor names  
predictors <- setdiff(colnames(ames\_train), "Sale\_Price")  
  
  
# try using the `alpha` parameter:  
# train your model, where you specify alpha  
ames\_glm <- h2o.glm(  
 x = predictors,   
 y = response,   
 training\_frame = ames\_h2o,  
 nfolds = 10,  
 keep\_cross\_validation\_predictions = TRUE,  
 alpha = .25  
 )  
##   
 |   
 | | 0%  
 |   
 |=========================================================== | 91%  
 |   
 |=================================================================| 100%  
  
# print the mse for the validation data  
print(h2o.mse(ames\_glm, xval = TRUE))  
## [1] 0.03605061  
  
# grid over `alpha`  
# select the values for `alpha` to grid over  
hyper\_params <- list(  
 alpha = seq(0, 1, by = .1),  
 lambda = seq(0.0001, 10, length.out = 10)  
 )  
  
# this example uses cartesian grid search because the search space is small  
# and we want to see the performance of all models. For a larger search space use  
# random grid search instead: {'strategy': "RandomDiscrete"}  
  
# build grid search with previously selected hyperparameters  
grid <- h2o.grid(  
 x = predictors,   
 y = response,   
 training\_frame = ames\_h2o,   
 nfolds = 10,  
 keep\_cross\_validation\_predictions = TRUE,  
 algorithm = "glm",  
 grid\_id = "ames\_grid",   
 hyper\_params = hyper\_params,  
 search\_criteria = list(strategy = "Cartesian")  
 )  
##   
 |   
 | | 0%  
 |   
 | | 1%  
 |   
 |= | 1%  
 |   
 |= | 2%  
 |   
 |== | 3%  
 |   
 |== | 4%  
 |   
 |=== | 5%  
 |   
 |==== | 6%  
 |   
 |==== | 7%  
 |   
 |===== | 7%  
 |   
 |===== | 8%  
 |   
 |====== | 8%  
 |   
 |====== | 9%  
 |   
 |====== | 10%  
 |   
 |======= | 10%  
 |   
 |======== | 13%  
 |   
 |========= | 13%  
 |   
 |========= | 14%  
 |   
 |========== | 16%  
 |   
 |============ | 18%  
 |   
 |============ | 19%  
 |   
 |============= | 21%  
 |   
 |============== | 22%  
 |   
 |================= | 26%  
 |   
 |==================== | 31%  
 |   
 |======================= | 35%  
 |   
 |========================= | 38%  
 |   
 |============================ | 42%  
 |   
 |============================== | 47%  
 |   
 |================================= | 51%  
 |   
 |=================================== | 53%  
 |   
 |===================================== | 57%  
 |   
 |======================================== | 61%  
 |   
 |========================================== | 64%  
 |   
 |=========================================== | 66%  
 |   
 |============================================= | 69%  
 |   
 |=============================================== | 73%  
 |   
 |================================================== | 77%  
 |   
 |===================================================== | 81%  
 |   
 |====================================================== | 84%  
 |   
 |========================================================= | 88%  
 |   
 |=========================================================== | 92%  
 |   
 |============================================================ | 93%  
 |   
 |=============================================================== | 96%  
 |   
 |=================================================================| 100%  
  
# Sort the grid models by mse  
sorted\_grid <- h2o.getGrid("ames\_grid", sort\_by = "mse", decreasing = FALSE)  
sorted\_grid  
## H2O Grid Details  
## ================  
##   
## Grid ID: ames\_grid   
## Used hyper parameters:   
## - alpha   
## - lambda   
## Number of models: 110   
## Number of failed models: 0   
##   
## Hyper-Parameter Search Summary: ordered by increasing mse  
## alpha lambda model\_ids mse  
## 1 [1.0] [1.0E-4] ames\_grid\_model\_11 0.01879637819918772  
## 2 [0.6] [1.0E-4] ames\_grid\_model\_7 0.019149259948806063  
## 3 [0.2] [1.0E-4] ames\_grid\_model\_3 0.01916913620380096  
## 4 [0.3] [1.0E-4] ames\_grid\_model\_4 0.01930059026345251  
## 5 [0.8] [1.0E-4] ames\_grid\_model\_9 0.019363870416558602  
##   
## ---  
## alpha lambda model\_ids mse  
## 105 [0.7] [4.4445] ames\_grid\_model\_52 0.16776797237612928  
## 106 [0.5] [4.4445] ames\_grid\_model\_50 0.16776812574044836  
## 107 [0.8] [6.6667] ames\_grid\_model\_75 0.16777928688692229  
## 108 [0.9] [1.1112] ames\_grid\_model\_21 0.16778577469946573  
## 109 [0.2] [2.2223] ames\_grid\_model\_25 0.16790752750688803  
## 110 [0.9] [10.0] ames\_grid\_model\_109 0.1679420341143368  
  
# grab top model id  
best\_h2o\_model <- sorted\_grid@model\_ids[[1]]  
best\_model <- h2o.getModel(best\_h2o\_model)

#### Learning More

This serves as an introduction to regularized regression; however, it just scrapes the surface. Regularized regression approaches have been extended to other parametric generalized linear models (i.e. logistic regression, multinomial, poisson, support vector machines). Moreover, alternative approaches to regularization exist such as Least Angle Regression and The Bayesian Lasso. The following are great resources to learn more (listed in order of complexity):

* Applied Predictive Modeling
* Introduction to Statistical Learning
* The Elements of Statistical Learning
* Statistical Learning with Sparsity

### Multivariate Adaptive regression splines (MARS)

Several previous tutorials (i.e., ) discussed algorithms that are intrinsically linear. Many of these models can be adapted to nonlinear patterns in the data by manually adding model terms (i.e. squared terms, interaction effects); however, to do so you must know the specific nature of the nonlinearity a priori. Alternatively, there are numerous algorithms that are inherently nonlinear. When using these models, the exact form of the nonlinearity does not need to be known explicitly or specified prior to model training. Rather, these algorithms will search for, and discover, nonlinearities in the data that help maximize predictive accuracy.

This tutorial discusses multivariate adaptive regression splines (MARS), an algorithm that essentially creates a piecewise linear model which provides an intuitive stepping block into nonlinearity after grasping the concept of linear regression and other intrinsically linear models.

* [Prerequisites](#MARS_PR)
* [Basic Idea](#MARS_BI)
* [Multivariage regression splines](#MARS)
* [Fitting a basic MARS model](#MARS_Fit)
* [Tuning](#MARS_TUNE)
* [Feature interpretation](#MARS_FI)
* [Final thoughts](#MARS_SUM)
* [Learning more](#MARS_LM)

#### Prerequisites

For this tutorial we will use the following packages:

library(rsample) # data splitting   
library(ggplot2) # plotting  
library(earth) # fit MARS models  
library(caret) # automating the tuning process  
library(vip) # variable importance  
library(pdp) # variable relationships

To illustrate various MARS modeling concepts we will use Ames Housing data, which is available via the AmesHousing package.

# Create training (70%) and test (30%) sets for the AmesHousing::make\_ames() data.  
# Use set.seed for reproducibility  
  
set.seed(123)  
ames\_split <- initial\_split(AmesHousing::make\_ames(), prop = .7, strata = "Sale\_Price")  
ames\_train <- training(ames\_split)  
ames\_test <- testing(ames\_split)

#### The basic idea

Some previous tutorials have focused on linear models. In those tutorials we illustrated some of the advantages of linear models such as their ease and speed of computation and also the intuitive nature of interpreting their coefficients. However, linear models make a strong assumption about linearity, and this assumption is often a poor one, which can affect predictive accuracy.

We can extend linear models to capture non-linear relationships. Typically, this is done by explicitly including polynomial parameters or step functions. Polynomial regression is a form of regression in which the relationship between the independent variable and the dependent variable y is modeled as an degree polynomial of . For example, Equation 1 represents a polynomial regression function where y is modeled as a function of with degrees. Generally speaking, it is unusual to use d greater than 3 or 4 as the larger d becomes, the easier the function fit becomes overly flexible and oddly shapened…especially near the boundaries of the range of x values

An alternative to polynomial regression. is step function regression. Whereas polynomial functions impose a global non-linear relationship, step functions break the range of into bins, and fit a different constant for each bin. This amounts to converting a continuous variable into an ordered categorical variable such that our linear regression function is converted to Equation 2

where represents value ranging from , represents value ranging from , …, represents values ranging from . Figure 1 illustrate polynomial and step function fits for Sale\_Price asa a function of Year\_Build in our ames data.

# polynomial degree of 1  
p1 <- ames\_train %>%   
 ggplot(aes(Year\_Built, Sale\_Price))+  
 geom\_point()+  
 geom\_smooth(method = "gam", formula = y ~ x)  
  
# polynomial degree of 2  
p2 <- ames\_train %>%   
 ggplot(aes(Year\_Built, Sale\_Price))+  
 geom\_point()+  
 geom\_smooth(method = "gam", formula = y ~ poly(x,2))  
  
# polynomial degree of 3  
p3 <- ames\_train %>%   
 ggplot(aes(Year\_Built, Sale\_Price))+  
 geom\_point()+  
 geom\_smooth(method = "gam", formula = y ~ poly(x,3))  
  
# step function  
  
gridExtra::grid.arrange(p1, p2, p3, ncol=3)
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Figure 1: Blue line represents predicted Sale\_Price values as a function of Year\_Built for alternative approaches to modeling explicit nonlinear regression patterns. (A) Traditional nonlinear regression approach does not capture any nonlinearity unless the predictor or response is transformed (i.e. log transformation). (B) Degree-2 polynomial, (C) Degree-3 polynomial, (D) Step function fitting cutting Year\_Built into three categorical levels.

Although useful, the typical implementation of polynomial regression and step functions require the user to explicitly identify and incorporate which variables should have what specific degree of interaction or at points of a variable should cut points to be made for the step functions. Considering many data sets today can easily contain 50, 100, or more features, this would require an enormous and unncessary time commitment from an analyst to determine these explicit non-linear settings.

### Multivariage regression splines

Multivariate adaptive regression splines (MARS) provide a convenient approach to capture the nonlinearity aspect of polynomial regression by assessing cutpoints ( *knots*) similar to step functions. The procedure assesses each data point for each predictor as a knot and creates a linear regression model with the candidate feature(s). For example, consider our simple model of Sale\_Price ~ Year\_Built. The MARS procedure will first look for the single point across the range of Year\_Built values where two different linear relationships between Sale\_Price and Year\_Built achieve the smallest error.

What results is known as hinge function ( where is the cutpoint value). For a single knot, our hinge function is such that our two linear models for Sale\_Price are

Once the first knot has benn found, the search continues for a second knot which is found at 2006 (Figure 2 (B)). This results in three linear models for Sale\_Price:

mars0 <- ames\_train %>%   
 earth::earth(Sale\_Price ~ Year\_Built, data=.)   
  
mars0 %>% print()

This procedure can continue until many knots are found, producing a highly non-linear pattern. Although including many knots may allow us to fit a really good relationship with our training data, it may not generalize very well to new, unseen data. For example, Figure 3 includes nine knots but this likley will not generalize very well to our test data.

Consequently, once the full set of knots have been created, we can sequentially remove knots that do not contribute significantly to predictive accuracy. This process is known as “pruning??? and we can use cross-validation, as we have with the previous models, to find the optimal number of knot

#### Fitting a basic MARS model

We can fit a MARS model with the **earth** package. By default, earth::earth() will assess all potential knots across all supplied features and then will prune to the optimal number of knots on an expected change in (for the training data) of less than 0.001. This calculation is performed by the Generalized cross-validation procedure (GCV statistic), which is a computational shortcut for linear models that produces an error value that approximates leave-one-out cross-validation (see [here](http://w3.atomki.hu/~efo/hornyak/Tikhonov_references/Technometrics_Golub_Heath_Wahba) for technical details).

The following applies a basic MARS model to our ames data and performs a search for required knots across all features. The results show us the final models GCV statistic, generalized (GRSq) and more.

# Fit a basic MARS model  
mars1 <- earth::earth(  
 Sale\_Price ~.,  
 data = ames\_train  
)  
  
# Print model summary  
print(mars1)  
## Selected 36 of 41 terms, and 24 of 307 predictors  
## Termination condition: RSq changed by less than 0.001 at 41 terms  
## Importance: First\_Flr\_SF, Second\_Flr\_SF, Year\_Built, ...  
## Number of terms at each degree of interaction: 1 35 (additive model)  
## GCV 511235214 RSS 978736420657 GRSq 0.9206251 RSq 0.9259456  
## Selected 37 of 45 terms, and 26 of 307 predictors  
## Termination condition: RSq changed by less than 0.001 at 45 terms  
## Importance: Gr\_Liv\_Area, Year\_Built, Total\_Bsmt\_SF, ...  
## Number of terms at each degree of interaction: 1 36 (additive model)  
## GCV 521186626 RSS 995776275391 GRSq 0.9165386 RSq 0.92229

It also shows us that 38 of 41 terms were used from 27 of the 307 original predictors. But what does this mean? If we were to look at all the coefficients, we would see that there are 38 terms in our model (including the intercept). These terms include hinge functions produced from the original 307 predictors (307 predictors because the model automatically dummy encodes our categorical variables). Looking at the first 10 terms in our model, we see that Gr\_Liv\_Area is included with a knot at 2945 (the coefficients for is ), Year\_Built is included with a knot at 2003, etc.

mars1 %>% .$coefficients %>% head()  
## Sale\_Price  
## (Intercept) 289316.21612  
## h(Gr\_Liv\_Area-2790) -55.26061  
## h(Year\_Built-2002) 3040.55619  
## h(2002-Year\_Built) -410.85708  
## h(2220-Total\_Bsmt\_SF) -30.70632  
## h(Bsmt\_Unf\_SF-543) -25.37750  
  
## Sale\_Price  
## (Intercept) 301399.98345  
## h(2945-Gr\_Liv\_Area) -49.84518  
## h(Year\_Built-2003) 2698.39864  
## h(2003-Year\_Built) -357.11319  
## h(Total\_Bsmt\_SF-2171) -265.30709  
## h(2171-Total\_Bsmt\_SF) -29.77024  
## Overall\_QualExcellent 88345.90068  
## Overall\_QualVery\_Excellent 116330.48509  
## Overall\_QualVery\_Good 36646.55568  
## h(Bsmt\_Unf\_SF-278) -21.15661

The plot method for MARS model objects provide convenient performance and residual plots.Figure 4 illustrates the model selection plot that graphs the GCV (left-hand y-axis and solid black line) based on the number of terms retained in the model (x-axis) which are constructed from a certain number of original predictors (right-hand y-axis). The vertical dashed lined at 37 tells us the optimal number of non-intercept terms retained where marginal increases in GCV

plot(mars1, which =1)

In addition to pruning the number of knots, earth::earth() allows us to also assess potential interactions between different hinge functions. The following illustrates by including a degree = 2 argument. You can see that now our model includes interaction terms between multiple hinge functions (i.e. h(Year\_Built-2003)\*h(Gr\_Liv\_Area-2274)) is an interaction effect for those houses built prior to 2003 and have less than 2,274 square feet of living space above ground).

# Fit a basic MARS model  
library(earth)  
mars2 <- earth(  
 Sale\_Price ~ .,   
 data = ames\_train,  
 degree = 2  
)  
  
# check out the first 10 coefficient terms  
summary(mars2) %>% .$coefficients %>% head(10)  
## Sale\_Price  
## (Intercept) 230781.444604  
## h(Gr\_Liv\_Area-2790) 94.795150  
## h(2790-Gr\_Liv\_Area) -50.976089  
## h(Year\_Built-2002) 9112.206563  
## h(2002-Year\_Built) -689.257584  
## h(Year\_Built-2002)\*h(2362-Gr\_Liv\_Area) -7.717206  
## h(Total\_Bsmt\_SF-1136) 63.681023  
## h(1136-Total\_Bsmt\_SF) -32.703993  
## h(Bsmt\_Unf\_SF-504) -25.086196  
## h(504-Bsmt\_Unf\_SF) 12.956904  
## Sale\_Price  
## (Intercept) 242611.63686  
## h(Gr\_Liv\_Area-2945) 144.39175  
## h(2945-Gr\_Liv\_Area) -57.71864  
## h(Year\_Built-2003) 10909.70322  
## h(2003-Year\_Built) -780.24246  
## h(Year\_Built-2003)\*h(Gr\_Liv\_Area-2274) 18.54860  
## h(Year\_Built-2003)\*h(2274-Gr\_Liv\_Area) -10.30826  
## h(Total\_Bsmt\_SF-1035) 62.11901  
## h(1035-Total\_Bsmt\_SF) -33.03537  
## h(Total\_Bsmt\_SF-1035)\*Kitchen\_QualTypical -32.75942

#### Tuning

Since there are two tuning parameters associated with our MARS model: the degree of interactions and the number of retained terms, we need to perform a grid search to identify the optimal combination of these hyperparameters that minimize prediction error (the above pruning process was based only on an approximation of cross-validated performance on the training data rather than an actual k-fold cross validation process). As in previous tutorials, we will perform a cross-validated grid search to identify the optimal mix. Here, we set up a search grid that assesses 30 different combinations of interaction effects (degree) and the number of terms to retain (nprune).

# create a tuning grid  
hyper\_grid <- expand.grid(  
 degree = 1:3,  
 nprune = seq(2, 100, length.out = 10) %>% floor()  
)

We can use **caret** to perform a grid search using 10-fold cross-validation. The model that provides the optimal combination includes second degree interactions and retain 34 terms. The cross-validated RMSE for these models are illustrated in Figure 5 and the optimal model’s cross validated RMSE is

# for reproducibility  
set.seed(123)  
  
# cross validation model  
library(caret)  
tuned\_mars <- train(  
 x = subset(ames\_train, select= -Sale\_Price),  
 y = ames\_train$Sale\_Price,  
 method = "earth",  
 metric = "RMSE",  
 trControl = trainControl(method = "cv", number = 10),  
 tuneGrid = hyper\_grid  
)  
  
# best model  
tuned\_mars$bestTune  
## nprune degree  
## 15 45 2  
# nprune degree  
# 14 34 2  
  
# plot residuals  
ggplot(tuned\_mars)
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The above grid search helps to focus where we can further refine our model tuning. As a next step, we could perform a grid search that focuses in on a refined grid space for nprune (i.e. comparing 25-40 terms retained). However, for brevity we will leave this as an exercise for the reader.

So how does this compare to some other linear models for the Ames housing data? The following table compares the cross-validated RMSE for our tuned MARS model to a regular multiple regression model along with tuned principal component regression (PCR), partial least squares (PLS), and regularized regression (elastic net) models. By incorporating non-linear relationships and interaction effects, the MARS model provides a substantial improvement over the previous linear models that we have explored.

Notes: Notice that we standardize the features for the linear model but we did not for the MARS model. Whereas linear models tend to be sensitive to the scale of the features. MARS models are not.

# multiple regression  
set.seed(123)  
cv\_model1 <- train(  
 Sale\_Price ~.,  
 data = ames\_train,  
 method = "lm",  
 metric = "RMSE",  
 trControl = trainControl(method ="cv", number =10),  
 preProcess = c("zv", "center", "scale")  
)  
  
# prncipal component regression  
set.seed(123)  
cv\_model2 <- train(  
 Sale\_Price ~ .,   
 data = ames\_train,   
 method = "pcr",  
 trControl = trainControl(method = "cv", number = 10),  
 metric = "RMSE",  
 preProcess = c("zv", "center", "scale"),  
 tuneLength = 20  
 )  
  
# partial least squares regression  
set.seed(123)  
cv\_model3 <- train(  
 Sale\_Price ~ .,   
 data = ames\_train,   
 method = "pls",  
 trControl = trainControl(method = "cv", number = 10),  
 metric = "RMSE",  
 preProcess = c("zv", "center", "scale"),  
 tuneLength = 20  
 )  
  
# regularized regression  
set.seed(123)  
cv\_model4 <- train(  
 Sale\_Price ~ .,   
 data = ames\_train,  
 method = "glmnet",  
 trControl = trainControl(method = "cv", number = 10),  
 metric = "RMSE",  
 preProcess = c("zv", "center", "scale"),  
 tuneLength = 10  
)  
  
# extract out of sample perfromance measrues  
  
library(kableExtra)  
summary(resamples(list(  
 Multiple\_regression = cv\_model1,   
 PCR = cv\_model2,   
 PLS = cv\_model3,  
 Elastic\_net = cv\_model4,  
 MARS = tuned\_mars  
 )))$statistics$RMSE %>%  
 kableExtra::kable() %>%  
 kableExtra::kable\_styling(bootstrap\_options = c("striped", "hover"))

Min.

1st Qu.

Median

Mean

3rd Qu.

Max.

NA’s

Multiple\_regression

20945.23

25674.46

33769.49

37304.33

42966.80

80338.82

0

PCR

26924.92

29987.32

33890.70

33659.29

37180.37

40713.34

0

PLS

21147.31

25950.93

28902.72

29969.99

35260.78

41413.51

0

Elastic\_net

19938.23

24061.57

25260.68

29784.99

33829.27

53332.81

0

MARS

19657.89

21380.19

22678.92

23198.78

24192.78

30446.08

0

#### Feature interpretation

MARS models via earth::earth() include a backwards elimination feature selection routine that looks at reductions in the GCV estimate of error as each predictor is added to the model. This total reduction is used as the variable importance measure (value = "gcv). Since MARS will automatically include and exclude terms during the pruning process, , it essentially performs automated feature selection. If a predictor was never used in any of the MARS basis functions in the final model (after pruning), it has an importance value of zero. This is illustrated in Figure 6 where 27 features have importance values while the rest of the feature have an importance value of zero since they were not included in the final model.

Alternatively, you can also monitor the change in the residual sum of squares (RSS) as terms are added (value = "rss); however, you will see very little difference between these methods.

# variable importance plots  
library(vip)  
p1 <- vip(tuned\_mars, num\_features = 40, bar = FALSE, value ="gcv")+ ggtitle("GCV")  
p2 <- vip(tuned\_mars, num\_features = 40, bar = FALSE, value ="rss")+ ggtitle("RSS")  
  
gridExtra::grid.arrange(p1, p2, ncol = 2)
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It is important to realize that variable importance will only measure the impact of the prediction error as features are included; however, it does not measure the impact for particular hinge functions created for a given feature. For example, in Figure 6, we see that Gr\_Liv\_Area and Year\_Built are the two most influential variables; however, variable importance does not tell us how our model is treating the non-linear patterns for each feature.

Also, if we look at the interaction terms, our model retained, we see interactions between different hinge functions for Gr\_Liv\_Area and Year\_Built.

coef(tuned\_mars$finalModel) %>%   
 broom::tidy() %>%   
 filter(str\_detect(names, "\\\*"))  
## # A tibble: 18 x 2  
## names x  
## <chr> <dbl>  
## 1 h(Year\_Built-2002) \* h(2362-Gr\_Liv\_Area) -7.72   
## 2 h(Year\_Remod\_Add-2007) \* h(Total\_Bsmt\_SF-1136) 9.59   
## 3 h(2007-Year\_Remod\_Add) \* h(Total\_Bsmt\_SF-1136) -1.47   
## 4 NeighborhoodEdwards \* h(Gr\_Liv\_Area-2790) -418.   
## 5 h(Lot\_Area-3874) \* h(3-Garage\_Cars) -0.722   
## 6 h(2002-Year\_Built) \* h(Year\_Remod\_Add-1971) 7.98   
## 7 h(2002-Year\_Built) \* h(1971-Year\_Remod\_Add) 5.12   
## 8 NeighborhoodCrawford \* h(2002-Year\_Built) 471.   
## 9 Bsmt\_ExposureGd \* h(Total\_Bsmt\_SF-1136) 32.9   
## 10 h(Total\_Bsmt\_SF-1136) \* h(Second\_Flr\_SF-144) 0.0732  
## 11 h(Total\_Bsmt\_SF-1136) \* h(144-Second\_Flr\_SF) 0.227   
## 12 h(Total\_Bsmt\_SF-1136) \* h(116-Screen\_Porch) -0.334   
## 13 Overall\_QualAverage \* h(2790-Gr\_Liv\_Area) 5.83   
## 14 h(2002-Year\_Built) \* h(TotRms\_AbvGrd-10) -247.   
## 15 h(Lot\_Area-3874) \* h(Latitude-42.0014) 9.69   
## 16 h(Lot\_Area-3874) \* h(42.0014-Latitude) -93.0   
## 17 Overall\_CondGood \* h(2002-Year\_Built) 212.   
## 18 Overall\_CondVery\_Good \* h(2002-Year\_Built) 222.  
## # A tibble: 16 x 2  
## names x  
## <chr> <dbl>  
## 1 h(Year\_Built-2003) \* h(Gr\_Liv\_Area-2274) 18.7   
## 2 h(Year\_Built-2003) \* h(2274-Gr\_Liv\_Area) -10.9   
## 3 h(Total\_Bsmt\_SF-1035) \* Kitchen\_QualTypical -33.1   
## 4 NeighborhoodEdwards \* h(Gr\_Liv\_Area-2945) -507.   
## 5 h(Lot\_Area-4058) \* h(3-Garage\_Cars) -0.791  
## 6 h(2003-Year\_Built) \* h(Year\_Remod\_Add-1974) 7.00   
## 7 Overall\_QualExcellent \* h(Total\_Bsmt\_SF-1035) 104.   
## 8 NeighborhoodCrawford \* h(2003-Year\_Built) 424.   
## 9 h(Lot\_Area-4058) \* Overall\_CondFair -3.29   
## 10 Overall\_QualAbove\_Average \* h(2003-Year\_Built) 136.   
## 11 h(Lot\_Area-4058) \* Overall\_CondGood 1.35   
## 12 Bsmt\_ExposureNo \* h(Total\_Bsmt\_SF-1035) -22.5   
## 13 NeighborhoodGreen\_Hills \* h(5-Bedroom\_AbvGr) 27362.   
## 14 Overall\_QualVery\_Good \* Bsmt\_QualGood -18641.   
## 15 h(2003-Year\_Built) \* Sale\_ConditionNormal 192.   
## 16 h(Lot\_Area-4058) \* h(Full\_Bath-2) 1.61

To better understand the relationship between these features and Sale\_Price, we can create partial dependence plot (PDPs) for each feature individually and also an interaction PDF. The individual PDPs illustrate that our model found that one knot in each feature provides the best fit.

For Gr\_Liv\_Area, as homes exceed 2,945 square feet, each additional square foot demands a higher marginal increase in sale price than homes with less that 2,945 square feet. Similarly, for homes built after 2003, there is a greter marginal effect on sales price based on the age of the home than for homes built priot to 2003.

The interaction plot (far right plot) illustrates the strong effect these two features have when combined.

p1 <- partial(tuned\_mars, pred.var = "Gr\_Liv\_Area", grid.resolution = 10) %>% ggplot2::autoplot()  
p2 <- partial(tuned\_mars, pred.var = "Year\_Built", grid.resolution = 10) %>% ggplot2::autoplot()  
  
# p3 <- partial(tuned\_mars, pred.var = c("Gr\_Liv\_Area", "Year\_Built"), grid.resolution = 10) %>%   
# plotPartial(levelplot = FALSE, zlab = "yhat", drape = TRUE, colorkey = TRUE, screen = list(z = -20, x = -60))  
  
gridExtra::grid.arrange(p1, p2, ncol = 2)

#### Final thoughts

MARS provides a great stepping stone into nonlinear modeling and tends to be fairly intuitive due to being closely related to multiple regression techniques. They are also easy to train and tune. This tutorial illustrated how incorporating non-linear relationships via MARS modeling greatly improved predictive accuracy on our Ames housing data. The following summarizes some of the advantages and disadvantages discussed regarding MARS modeling:

**Advantages**:

* Accurate if the local linear relationships are correct.
* Quick computation.
* Can work well even with large and small data sets.
* Provides automated feature selection.
* The non-linear relationship between the features and response are fairly intuitive.
* Can be used for both regression and classification problems.
* Does not require feature standardization.

**Disadvantages**: - Not accurate if the local linear relationships are incorrect. - Typically not as accurate as more advanced non-linear algorithms (random forests, gradient boosting machines). - The earth package does not incorporate more advanced spline features (i.e. Piecewise cubic models). - Missing values must be pre-processed.

#### Learning more

This will get you up and running with MARS modeling. Keep in mind that there is a lot more you can dig into so the following resources will help you learn more:

* An Introduction to Statistical Learning, Ch. 7
* Applied Predictive Modeling, Ch. 7
* Elements of Statistical Learning, Ch. 5
* [Notes on the earth package by Stephen Milborrow](http://www.milbo.org/doc/earth-notes.pdf)

### Regression trees & bagging

Basic regression trees partition a dataset into small groups and then fit a simple model for each subgroup. Unfortunately, a single tree model tends to be highly unstable and a poor predictor. However, by bootstrap aggregating ( **bagging**) regression trees, this technique can become quite powerful and effective. Moreover, this provides the fundamental basis of more complex tree-based models such as random forests and *gradient boosting machines*. This tutorial will get you started with regression trees and bagging.

#### tl;dr

This tutorial services as an introduction to the Regression Decision Trees. This tutorail will cover the following material:

* [Replication Requirements](#RT_RR): What you’ll need to reproduce the analysis in this tutorial.
* The idea: A quick overview of how regression trees work.
* [Basic implementation](#RT_IMP): Implementing regression trees in R.
* [Tuning](#RT_TUNE): Understanding the hyperparameters we can tune.
* [Bagging](#RT_BAGG): Improving performance by fitting many trees.
* [Learning more](#RT_MORE): Where you can learn more.

#### Replication Requirements

This tutorial leverages the following packages. Most of these packages are playing a supportive role while the main emphasis will be

library(rsample) # data splitting   
library(dplyr) # data wrangling  
library(rpart) # performing regression trees  
library(rpart.plot) # plotting regression trees  
library(ipred) # bagging  
library(caret) # bagging

To illustrate various regularization concepts we will use the Ames Housing data that has been included in the AmesHousing package.

# Create training (70%) and test (30%) sets for the AmesHousing::make\_ames() data  
# Use set.seed for reproducibility  
  
set.seed(123)  
ames\_split <- initial\_split(AmesHousing::make\_ames(), prop=.7)  
ames\_train <- training(ames\_split)  
ames\_test <- testing(ames\_split)

#### Basic Implementation

**The Idea**

There are many methodologies for constructing regression trees but one of the oldest is known as the classification and regression tree (CART) approach developed by Breiman et al. (1984). This tutorial focuses on the regression part of CART. Basic regression trees partition a data set into smaller subgroups and then fit a simple constant for each observation in the subgroup. The partitioning is achieved by successive binary partitions (aka *recursive partitioning*) based on the different predictors. The constant to predict is based on the average response values for all observations that fall in that subgroup.

or example, consider we want to predict the miles per gallon a car will average based on cylinders (cyl) and horsepower (hp). All observations go through this tree, are assessed at a particular node, and proceed to the left if the answer is ?gyes?h or proceed to the right if the answer is ?gno?h. So, first, all observations that have 6 or 8 cylinders go to the left branch, all other observations proceed to the right branch. Next, the left branch is further partitioned by horsepower. Those 6 or 8 cylinder observations with horsepower equal to or greater than 192 proceed to the left branch; those with less than 192 hp proceed to the right. These branches lead to terminal nodes or leafs which contain our predicted response value. Basically, all observations (cars in this example) that do not have 6 or 8 cylinders (far right branch) average 27 mpg. All observations that have 6 or 8 cylinders and have more than 192 hp (far left branch) average 13 mpg.

This simple example can be generalized to state we have a continuous response variable and two inputs and . The recursive partitioning results in three regions () where the model predicts with a constanct for region :

$$ (X) = \_{m=1}^3 I(X\_1, X\_2) R\_m…(1)

$$

Howeer, an important question remains of how to grow a regression tree.

**Deciding on splits**

First, it is important to realize the partitioning of variables are done in a top-down, *greedy* fashion. This just means that a partition performed earlier in the tree will not change based on later partitions. But how are these partions made? The model begins with the entire data set, S, and searches every distinct value of every input variable to find the predictor and split value that partitions the data into two regions ($R\_1 and ) such that the overall sums of squares error are minimized:

Having found the best split, we partition the data into the two resulting regions and repeat the splitting process on each of the two regions. This process is continued until some stopping criterion is reached. What results is, typically, a very deep, complex tree that may produce good predictions on the training set, but is likely to overfit the data, leading to poor performance on unseen data.

For example, using the well-known Boston housing data set, I create three decision trees based on three different samples of the data. You can see that the first few partitions are fairly similar at the top of each tree; however, they tend to differ substantially closer to the terminal nodes. These deeper nodes tend to overfit to specific attributes of the sample data; consequently, slightly different samples will result in highly variable estimate/predicted values in the terminal nodes. By pruning these lower level decision nodes, we can introduce a little bit of bias in our model that help to stabilize predictions and will tend to generalize better to new, unseen data.

\_**Cost complexity criterion**

There is often a balance to be achieved in the depth and complexity of the tree to optimize predictive performance on some unseen data. To find this balance, we typically grow a very large tree as defined in the previous section and then prune back to find an *optimal subtree*.

We find the optimal subtree by using a *cost complexity parameter* () that penalizes our objective function in Eq.2 for the number of terminal nodes of the tree (T) as Eq.3.

For a given value of , we find the smallest pruned tree that has the lowest penalized error. If you are familiar with [regularized regression](http://uc-r.github.io/regularized_regression), you will realize the close association to the [lasso norm penalty](http://uc-r.github.io/regularized_regression#lasso).

As with these regularization methods, smaller penalties tend to produce more complex models, which result in larger trees. Whereas larger penalties result in much smaller trees.

consequently, as a tree grows larger, the reduction in the SSE must be greater than the cost compexity penalty. Typically, we evaluate multiple models across a spectrum of and use cross-validation to identify the optimal and, therefore, the optimal subtree.

**Strenghts and weakness**

There are several **advantages** to regression trees:

* They are very interpretable.
* Making prediction is fast (no compicated calculations, just looking up constants in the trees)
* It?fs easy to understand what variables are important in making the prediction. The internal nodes (splits) are those variables that most largely reduced the SSE.
* If some data is missing, we might not be able to go all the way down the tree to a leaf, but we can still make a prediction by averaging all the leaves in the sub-tree we do reach.
* The model provides a non-linear ?gjagged?h response, so it can work when the true regression surface is not smooth. If it is smooth, though, the piecewise-constant surface can approximate it arbitrarily closely (with enough leaves).
* There are fast, reliable algorithms to learn these trees.

But there are also some significant **weaknesses**:

* Single regression trees have high variance, resulting in unstable predictions (an alternative subsample of traiinng data can significantly change the terminal nodes)
* Due to high variance, single regreesion trees have poor predictive accuracy

**Implementation details**

We can fit a regression tree using rpart and then visualize it using rpart.plot. The fitting process and the visual output of regression trees and classification trees are very similar. Both use the formula method for expressing the model (similar to lm).

However, when fitting a regression tree, we need to set method = "anova". By default, rpart will make an intelligent guess as to what the method value should be based on the data type of your response column, but it is recommended that you explicitly set the method for reproducibility reasons (since the auto-guess may change in the future).

m1 <- rpart::rpart(  
 formula = Sale\_Price ~ .,  
 data = ames\_train,  
 method = "anova"  
)  
  
m1 %>% rpart.plot::rpart.plot()
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Once we have fit our we can take a peak at the m1 output. This just explains steps of the splits. For example, we start with 2051 observations at the root node (very beginning) and the first variables we split on (the first variable that optimizes a reduction in SSE) is Overall\_Qual. We see at the first node all observations with Overall\_Qual=Very\_Poor,Poor,Fair,Below\_Average,Average,Above\_Average,Good go to the 2nd (2)) branch. The total number of observations that follow this branch (), their average sales price () and SSE () are listed. If you look for the 3rd branch (3)) you will see that observations with Overall\_Qual=Very\_Good,Excellent,Very\_Excellent follow this branch and their average sales prices is 304571.10 and the SEE in this region is 2.874510e+12. Basically, this is telling us the most important variable that has the largest reduction in SEE initially is Overall\_Qual with those homes on the upper end of the quality spectrum having almost double the average sales price.

m1  
## n= 2051   
##   
## node), split, n, deviance, yval  
## \* denotes terminal node  
##   
## 1) root 2051 1.273987e+13 180775.50   
## 2) Overall\_Qual=Very\_Poor,Poor,Fair,Below\_Average,Average,Above\_Average,Good 1703 4.032269e+12 156431.40   
## 4) Neighborhood=North\_Ames,Old\_Town,Edwards,Sawyer,Mitchell,Brookside,Iowa\_DOT\_and\_Rail\_Road,South\_and\_West\_of\_Iowa\_State\_University,Meadow\_Village,Briardale,Northpark\_Villa,Blueste 1015 1.360332e+12 131803.50   
## 8) First\_Flr\_SF< 1048.5 611 4.924281e+11 118301.50   
## 16) Overall\_Qual=Very\_Poor,Poor,Fair,Below\_Average 152 1.053743e+11 91652.57 \*  
## 17) Overall\_Qual=Average,Above\_Average,Good 459 2.433622e+11 127126.40 \*  
## 9) First\_Flr\_SF>=1048.5 404 5.880574e+11 152223.50   
## 18) Gr\_Liv\_Area< 2007.5 359 2.957141e+11 145749.50 \*  
## 19) Gr\_Liv\_Area>=2007.5 45 1.572566e+11 203871.90 \*  
## 5) Neighborhood=College\_Creek,Somerset,Northridge\_Heights,Gilbert,Northwest\_Ames,Sawyer\_West,Crawford,Timberland,Northridge,Stone\_Brook,Clear\_Creek,Bloomington\_Heights,Veenker,Green\_Hills 688 1.148069e+12 192764.70   
## 10) Gr\_Liv\_Area< 1725.5 482 5.162415e+11 178531.00   
## 20) Total\_Bsmt\_SF< 1331 352 2.315412e+11 167759.00 \*  
## 21) Total\_Bsmt\_SF>=1331 130 1.332603e+11 207698.30 \*  
## 11) Gr\_Liv\_Area>=1725.5 206 3.056877e+11 226068.80 \*  
## 3) Overall\_Qual=Very\_Good,Excellent,Very\_Excellent 348 2.759339e+12 299907.90   
## 6) Overall\_Qual=Very\_Good 249 9.159879e+11 268089.10   
## 12) Gr\_Liv\_Area< 1592.5 78 1.339905e+11 220448.90 \*  
## 13) Gr\_Liv\_Area>=1592.5 171 5.242201e+11 289819.70 \*  
## 7) Overall\_Qual=Excellent,Very\_Excellent 99 9.571896e+11 379937.20   
## 14) Gr\_Liv\_Area< 1947 42 7.265064e+10 325865.10 \*  
## 15) Gr\_Liv\_Area>=1947 57 6.712559e+11 419779.80   
## 30) Neighborhood=Old\_Town,Edwards,Timberland 7 8.073100e+10 295300.00 \*  
## 31) Neighborhood=College\_Creek,Somerset,Northridge\_Heights,Northridge,Stone\_Brook 50 4.668730e+11 437207.00   
## 62) Total\_Bsmt\_SF< 2168.5 40 1.923959e+11 408996.90 \*  
## 63) Total\_Bsmt\_SF>=2168.5 10 1.153154e+11 550047.30 \*

We can visualize our model with rpart.plot. rpart.plot has many plotting options, which we will leave to the reader to explorer. However, in the default print, it will show the percentage of data that fall to that node and the average sales price for that branch. One thing you may notice is that this tree contains 11 internal nodes resulting in 12 terminal nodes. Basically, this tree is partitioning on 11 variables to produce its model. However, there are 80 variables in ames\_train. So what happened?

library(rpart.plot)  
rpart.plot(m1)
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Behind the scenes, rpart is automatically applying a range of cost compexity ( values to prune the tree). To compare the error for each value, rpart performs a 10-fold cross validation so that the error associated with a given value is computed on the hold-out validation data. In this example we find diminishing returns after 12 terminal nodes as illustrated below (y-axis is cross validation error, lower x-axis is cost complexity value, upeer x-axis is the number of terminal nodes (tree size =). You may also notice the dashed line which goes through the point . Breiman et al. (1984) suggested that in actual practice, it is common to instead use the smallest tree within 1 standard deviation of the minimum cross validation error (aka the 1-SE rule). Thus, we could use a tree with 9 terminal nodes and reasonably expect to experience similar results within a small margin of error.

rpart::plotcp(m1)
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To illustrate the point of selecting a tree with 12 terminal nodes (or 9 if you go by the 1-SE rule), we can force rpart to generate a full tree by using cp=0 (no penalty results in a fully grown tree). we can see that after 12 terminal nodes, we see diminishing returns in error reduction as the tree grows deeper. Thus, we can significantly prune our tree and still achieve minimal expected error.

library(rpart)  
  
m2 <- rpart(  
 formula = Sale\_Price ~.,  
 data = ames\_train,  
 method = "anova",  
 control = list(cp = 0, xval = 10)  
)  
  
plotcp(m2)  
abline(v = 12, lty = "dashed")
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So, by default, rpart is performing some automated tuning, with an optimal subtree of 11 splits, 12 terminal nodes, and a cross-validated error of 0.272 (note that this error is equivalent to the PRESS statistic but not the MSE). However, we can perform additional tuning to try improve model performance.

m1$cptable %>% broom::tidy()   
## # A tibble: 12 x 5  
## CP nsplit rel.error xerror xstd  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.467 0 1 1.00 0.0586  
## 2 0.120 1 0.533 0.535 0.0312  
## 3 0.0696 2 0.413 0.415 0.0306  
## 4 0.0256 3 0.344 0.346 0.0221  
## 5 0.0220 4 0.318 0.324 0.0218  
## 6 0.0202 5 0.296 0.307 0.0213  
## 7 0.0167 6 0.276 0.296 0.0211  
## 8 0.0119 7 0.259 0.280 0.0190  
## 9 0.0113 8 0.247 0.276 0.0194  
## 10 0.0111 9 0.236 0.270 0.0190  
## 11 0.0106 11 0.214 0.267 0.0188  
## 12 0.01 12 0.203 0.264 0.0188

#### Tuning

In addition to the cost complexity paramter(), it is also common to tune:

* minsplit: the minimum nunber of data points required to attempt a split before it is forced to create a terminal node. The default is 20. Making this smaller allows for terminal nodes that may contain only a handful of observations to create the predicted value.
* maxdepth: the maximum number of internal nodes between the root node and the terminal nodes. The default is 30, which is quite liberal and allows for fairly large trees to be built.

rpart uses special control argument where we provide a list of hyperparameter values. For example, if we wanted to assess a model with minsplit=10 and maxdepth=12, we could execute the following:

m3 <- rpart(  
 formula = Sale\_Price ~.,  
 data = ames\_train,  
 method = "anova",  
 control = list(minsplit=10, maxdepth=12, xval=10)  
)  
  
m3$cptable %>% broom::tidy()  
## # A tibble: 12 x 5  
## CP nsplit rel.error xerror xstd  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 0.467 0 1 1.00 0.0585  
## 2 0.120 1 0.533 0.534 0.0309  
## 3 0.0696 2 0.413 0.415 0.0304  
## 4 0.0256 3 0.344 0.346 0.0219  
## 5 0.0220 4 0.318 0.326 0.0217  
## 6 0.0202 5 0.296 0.306 0.0211  
## 7 0.0167 6 0.276 0.306 0.0218  
## 8 0.0119 7 0.259 0.292 0.0206  
## 9 0.0113 8 0.247 0.287 0.0244  
## 10 0.0111 9 0.236 0.285 0.0244  
## 11 0.0106 11 0.214 0.283 0.0233  
## 12 0.01 12 0.203 0.274 0.0226

Although useful, this approach requires you to manually assess multiple models. Rather, we can perform a grid search to automatically search across a range of differently tuned models to identify the optimal hyperparameter setting.

To perform a grid search we first create our hyperparameter grid. In this example, I search a range of minsplit from 5-20 and vary maxdepth from 8-15 (since our original model found an optimal depth of 12). What results is 128 different combinations, which requires 128 different models.

hyper\_grid <- expand.grid(  
 minsplit = seq(5, 20, 1),  
 maxdepth = seq(8, 15, 1)  
)  
  
head(hyper\_grid)  
## minsplit maxdepth  
## 1 5 8  
## 2 6 8  
## 3 7 8  
## 4 8 8  
## 5 9 8  
## 6 10 8

To automate the modeling we simply set up a for loop and iterate through each minsplit and maxdepth combination. We save each model into its own list item.

models <- list()  
  
for (i in 1:nrow(hyper\_grid)){  
   
 # get minsplit, maxdepth values at row i  
 minsplit <- hyper\_grid$minsplit[i]  
 maxdepth <- hyper\_grid$maxdepth[i]  
   
 # train a model and store in the list  
 models[[i]] <- rpart(  
 formula = Sale\_Price~.,  
 data = ames\_train,  
 method = "anova",  
 control = list(minsplit = minsplit,  
 maxdepth = maxdepth)  
 )  
}  
  
# option - purrr::map2()  
  
h <- hyper\_grid %>%   
 mutate(models=map2(minsplit, maxdepth,  
 ~rpart(  
 formula = Sale\_Price~.,  
 data = ames\_train,  
 method = "anova",  
 control = list(minsplit = .x,  
 maxdepth = .y)  
 ),  
 tidy = broom::tidy(models)))  
  
h$models[[1]]$cptable[,"xerror"]  
## 1 2 3 4 5 6 7   
## 1.0007823 0.5345050 0.4149125 0.3470926 0.3300224 0.3113462 0.3044571   
## 8 9 10 11 12   
## 0.2927465 0.2889267 0.2808702 0.2779345 0.2864204

We can now create a function to extract the minimum error associated with the optimal cost complexity value for each model. After a little data wrangling to extract the optimal value and its respective error, adding it back to our grid, and filter for top 5 minimal error values we see that the optimal model makes a slight improvement over our ealier model (xerror of 0.242 versus 0.272).

# function to get optimal cp  
get\_cp <- function(x) {  
 min <- which.min(x$cptable[, "xerror"])  
 cp <- x$cptable[min, "CP"]   
}  
  
# function to get minimum error  
get\_min\_error <- function(x) {  
 min <- which.min(x$cptable[, "xerror"])  
 xerror <- x$cptable[min, "xerror"]}  
  
  
h %>%  
 mutate(  
 cp = purrr::map\_dbl(models, get\_cp),  
 error = purrr::map\_dbl(models, get\_min\_error)) %>%   
 arrange(error) %>%  
 top\_n(-5, wt = error)  
## minsplit maxdepth cp error  
## 1 15 12 0.0100000 0.2419963  
## 2 5 13 0.0100000 0.2422198  
## 3 7 10 0.0100000 0.2438687  
## 4 17 13 0.0108982 0.2468053  
## 5 19 13 0.0100000 0.2475141

If we were satisfied with these results, we could apply this final optimal model and predict on our test set. The final RMSE is which suggests that, on average, our predicted sales prices are about $39,145 off from the actual sales price.

optimal\_tree <- rpart(  
 formula = Sale\_Price ~.,  
 data = ames\_train,  
 method = "anova",  
 control = list(minsplit = 11,  
 maxdepth = 8,  
 cp = 0.01)  
)  
  
pred <- predict(optimal\_tree, newdata = ames\_test)  
RMSE(pred = pred, obs = ames\_test$Sale\_Price)  
## [1] 39852.01

#### Bagging

**The Idea**

As previously mentioned, single tree models suffer from high varianace. Although pruning the tree helps reduce this variance, there are alternative methods that actually exploit the variability of single trees in a way that can significantly improve performance over and above that of *Bootstrap Aggregate (Bagging)* is one such approach (oroginally proposed by [Breiman, 1996](https://link.springer.com/article/10.1023%2FA%3A1018054314350))

Bagging combines and averages multiple models. Averaging across multiple trees reduces the variability of any tone tree and reduces overfitting, which imrpoves predictive performance. Bagging follows three simple steps:

1. Create m [bootstrap samples](http://uc-r.github.io/bootstrapping) from the training data.Boostrapped samples allow us to create many slightly different data sets but with the same distribution as the overall training set.
2. For each boostrap sample train a single, unpruned regression tree.
3. Average individual predictions from each tree to create an overall average predicted value.

knitr::include\_graphics("C:/Protected/Data Science/UC Business Analytics/image/bagging3.png")
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This process can actually be applied to any regression or classification model; however, it provides the greatest improvement for models that have high variance. For example, more stable parametric models such as linear regression and multi-adaptive regression splines tend to experience less improvement in predictive performance.

One benefit of bagging is that, on average, a bootstrap sample will contain 63% of the training data. This leaves about 33% of the data out of the bootstrapped sample. We call this is the **out-of-bag (OOB)** sample. We can use the OOB observations to estimate the model’s accuracy, creating a natural cross-validation process.

**Bagging with ipred**

Fitting a bagged tree model is quite simple. Instead of using rpart we use opred::bagging. We use coob=TRUE to use the OOB sample to estimate the test error. We see that our initial estimate error is close to $3K less than the test error we achieved with our singple optimal tree (36543 vs 39145).

# make boostrapping reproducible  
set.seed(123)  
  
# train bagged model  
bagged\_m1 <- bagging(  
 formula = Sale\_Price ~ .,  
 data = ames\_train,  
 coob = TRUE  
)  
  
bagged\_m1  
##   
## Bagging regression trees with 25 bootstrap replications   
##   
## Call: bagging.data.frame(formula = Sale\_Price ~ ., data = ames\_train,   
## coob = TRUE)  
##   
## Out-of-bag estimate of root mean squared error: 36991.67  
##   
## Bagging regression trees with 25 bootstrap replications   
##   
## Call: bagging.data.frame(formula = Sale\_Price ~ ., data = ames\_train,   
## coob = TRUE)  
##   
## Out-of-bag estimate of root mean squared error: 36543.37

One thing to note is that typically, the more trees the better. As we add more trees we are averaging over more high variance single trees. What result is that early on, we see a dramatic reduction in variance (and hence our error) and eventually the reduction in error will flatline signaling an appropriate number of trees to create a stable model.

Rarely you need more than 50 trees to stabilize the error.

By default, bagging performs 25 booststrap samples and trees but we may require more. We can assess the error versus number of trees as below. We see that the error is stabilizing at about 25 trees so we will likely not gain much improvement by simply bagging more trees.

# assess 10-50 bagged trees  
ntree <- 10:50  
  
# create empty vector to store OOB RMSE values  
rmse <- vector(mode = "numeric", length=length(ntree))  
  
for (i in seq\_along(ntree)){  
 # reproducibility  
 set.seed(123)  
   
 # perform bagged model  
 model <- bagging(  
 formula = Sale\_Price ~.,  
 data = ames\_train,  
 coob = TRUE,  
 nbagg = ntree[i]  
 )  
   
 # get OOB error  
 rmse[i] <- model$err  
}  
  
plot(ntree, rmse, type = 'l', lwd = 2)  
abline(v = 25, col = "red", lty = "dashed")
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**Bagging with caret**

Bagging with ipred is quite simple; however, there are some additional benefits of bagging with caret.

1. It is easier to perform cross-validation. Although we can use the OOBE error, performing cross validation will provide a more robust understanding of the true expected test error.
2. We can assess variable important across the bagged trees.

Here, we performa a 10-fold corss-validated model. We see that the cross-validated RMSE is . We also assess the top 20 variables from our model.

Variable importance for regression trees is measured by assessing the total amount SSE is decreased by splits over a given predictor, averaged over all trees. The predictors with the largest average impact to SSE are considered most important. The importance value is simple the relative mean decrease in SSE compared to the most important variables.

# specify 10-fold cross validation  
library(caret)  
ctrl <- trainControl(method = "cv", number = 10)  
  
# CV bagged model  
bagged\_cv <- train(  
 Sale\_Price ~.,  
 data = ames\_train,  
 method = "treebag",  
 trControl = ctrl,  
 importance = TRUE  
)  
  
# assess results  
bagged\_cv  
## Bagged CART   
##   
## 2051 samples  
## 80 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1846, 1845, 1846, 1845, 1847, 1847, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 35854.02 0.8009063 23785.85  
  
## Bagged CART   
##   
## 2051 samples  
## 80 predictor  
##   
## No pre-processing  
## Resampling: Cross-Validated (10 fold)   
## Summary of sample sizes: 1846, 1845, 1847, 1845, 1846, 1847, ...   
## Resampling results:  
##   
## RMSE Rsquared MAE   
## 36477.25 0.8001783 24059.85  
  
# plot most important variables  
plot(varImp(bagged\_cv), 20)
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#### Learning more

Decision trees provide a very intuitive modeling approach that have several, flexible benefits. Unfortunately, they suffer from high variance; however, when you combine them with bagging you can minimize this drawback. Moreover, bagged trees provides the fundamental basis for more complex and powerful algorithms such as random forests and gradient boosting machines. To learn more I would start with the following resources listed in order of complexity:

* An Introduction to Statistical Learning
* Applied Predictive Modeling
* [Classification and Regression Trees](https://www.amazon.com/Classification-Regression-Wadsworth-Statistics-Probability/dp/0412048418)
* The Elements of Statistical Learning
* [Bagging Predictors](https://link.springer.com/article/10.1023%2FA%3A1018054314350)

### Random forests

[Bagging (bootstrap aggregating) regression trees](http://uc-r.github.io/regression_trees) is a technique that can turn a single tree model with high variance and poor preditive power into a fairly accurate prediction function.

However, bagging trees typically suffers from tree correlation, which reduces the overall performance of the model.

Random forests are a modification of bagging that builds a large collection of *de-correlated* trees and have become a very popular “out-of-the-box” learning algorithm that enjoys good predictive peformance. This tutotiral will cover the fundamentals of random forests.

#### tl;dr

This tutorial serves as an introduction to the random forests. This tutorial will cover the following material:

* [Replication Requirements](#RF_RR): What you?fll need to reproduce the analysis in this tutorial.
* [The idea](#RF_Idea): A quick overview of how random forests work.
* [Basic implementation](#RF_BI): Implementing regression trees in R.
* [Tuning](#RF_Tune): Understanding the hyperparameters we can tune and performing grid search with ranger & h2o.
* [Predicting](#RF_Pred): Apply your final model to a new data set to make predictions.
* [Learning more](#RF_LM): Where you can learn more

#### Replication Requirements

This tutorial leverages the following packages. Some of these packages play a supporting role; however, we demonstrate how to implement random forests with several different packages and discuss the pros and cons to each.

library(rsample) # data splitting   
library(randomForest) # basic implementation  
library(ranger) # a faster implementation of randomForest  
library(caret) # an aggregator package for performing many machine learning models  
library(h2o) # an extremely fast java-based platform

To illustrate various regularization concepts we will use the Ames Housing data that has been included in the AmesHousing package.

# Create training (70%) and test (30%) sets for the AmesHousing::make\_ames() data.  
# Use set.seed for reproducibility  
set.seed(123)  
  
amessplit <- initial\_split(AmesHousing::make\_ames(), prop=.7)  
ames\_train <- training(ames\_split)  
ames\_test <- testing(ames\_split)

#### The idea

Random forests are built on the same fundamental principles as decision trees and bagging (check out this [tutorial](http://uc-r.github.io/regression_trees) if you need a refresher on these techniques).

Bagging trees introduces a random component in to the tree building process that reduces the variance of a single tree’s prediction and improve predictive performance. However, the trees in bagging are not completely independent of each other since all the original predictors are considered at every split of every tree. Rather, trees from different bootstrap samples typically have similar structure to each other (especially at the top of the tree) due to underlying relationships.

For example, if we create six decision trees with different bootstrapped samples of the Boston housing data, we see that the top of the trees all have a very similar structure. Although there are 15 predictor variables to split on, all six trees have both lstat and rm variables driving the first few splits.

This characteristic is known as *tree correlation* and prevents bagging from optimally reducing variance of the predictive values. In order to reduce variance further, we need to minimize the amount of correlation between the trees.

This can be achieved by injecting more randomness into the tree-growing process. random forecast achieve this in two ways:

1. **Bootstrap**: similar to bagging, each tree is grown to a bootstrap resampled data set, which makes them different and somewhat decorrelates them.
2. **Split-variable randomization**: each time a split is to be performed, the search for the split variable is limited to a random subset of *m* of the *p* variables.

For regression trees, typical default values are , but this should be considere a tuning parameter. When , the randomization amounts to using only step 1 and is the same as **bagging**.

The basic algorthim for a regression random forest can be generalized to the following:

1. Given training data set  
2. Select number of trees to build (ntrees)  
3. for i = 1 to ntrees do  
4. | Generate a bootstrap sample of the original data  
5. | Grow a regression tree to the bootstrapped data  
6. | for each split do  
7. | | Select m variables at random from all p variables  
8. | | Pick the best variable/split-point among the m  
9. | | Split the node into two child nodes  
10. | end  
11. | Use typical tree model stopping criteria to determine when a tree is complete (but do not prune)  
12. end

since the algorithm randomly selects a bootstrap sample to traini on **and** predictors to use at each split, tree correlation will be lessened beyond bagged trees.

**OOB error vs test set error**

Similar to bagging, a natural benefit of the bootstrap resampling process is that random forests have an out-of-bag (OOB) sample that provides an eifficient and reasonable approximation of the test error. This provides a built-in validation set without an extra work on your part, and you do not need to sacrifice any of your training data to use for validation.

This makes identifying the number of trees required to stabilize the error rate during tuning more efficient; however, as illustrated below, some difference between the OOB erro and test error are expected.

Furthermore, many packages do not keep track of which observations were part of the OOB sample for a given tree and which were not. If you are comparing multiple models to one-another, you?fd want to score each on the same validation set to compare performance. Also, although technically it is possible to compute certain metrics such as root mean squared logarithmic error (RMSLE) on the OOB sample, it is not built in to all packages. So if you are looking to compare multiple models or use a slightly less traditional loss function you will likely want to still perform cross validation.

**Advantages & Disadvantages** *Advantages:*

* Typically have very good performance
* Remarkably good ?gout-of-the box?h - very little tuning required
* Built-in validation set - don?ft need to sacrifice data for extra validation
* No pre-processing required
* Robust to outliers

*Disdvantages:*

* Can become slow on large data sets
* Although accurate, often cannot compete with advanced boosting algorithms
* Less interpretable

#### Basic implementation

There are over 20 random forest packages in R.1 To demonstrate the basic implementation we illustrate the use of the randomForest package, the oldest and most well known implementation of the Random Forest algorithm in R. However, as your data set grows in size randomForest does not scale well (although you can parallelize with foreach). Moreover, to explore and compare a variety of tuning parameters we can also find more effective packages. Consequently, in the [Tuning](#RF_Tune) section we illustrate how to use the ranger and h2o packages for more efficient random forest modeling.

randomForest::randomForest can use the formula or separate x, y matrix notation for specifying our model. Below we apply the default randomForest model using the formulaic specification.

The default random forest performs 500 trees and randomly selected predictor variables at each split. Averaging across all 500 trees provides an OOB

# for reproducibility  
set.seed(123)  
  
# default RF model  
m1 <- randomForest(  
 formula = Sale\_Price ~.,  
 data = ames\_train  
)  
  
# m1.caret <- caret::train(  
# Sale\_Price ~.,   
# data=ames\_train,   
# method = "rf",  
# preProcess = c("center", "scale", "zv"),  
# trcontrol = trainControl(method="cv"))  
# https://www.rdocumentation.org/packages/caret/versions/6.0-82/topics/preProcess  
  
# predicted value computation  
# predRF <- predict(m1.caret, ames\_test)  
  
# RMSE computation  
# sqrt(sum((ames\_train$Sale\_Price - predRF)^2))

Plotting the model will illustrate the error rate as we average across more trees and shows that our error rate stabilizies with around 100 trees but continues to decrease slowly around 300 or so trees.

plot(m1)
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The plotted error rate above is based on the OOB sample error and can be accessed directly at m1$mse. Thus, we can find which number of trees providing the lowest error rate, which is 344 trees providing an average home sales price error of

# number of trees with lowest MSE  
which.min(m1$mse)  
## [1] 280  
  
# RMSE of this optimal random forest  
sqrt(m1$mse[which.min(m1$mse)])  
## [1] 25135.88

randomForest also allows us to use a validatio set to measure predictive accuracy if we did not want to use the OOB samples. Here we split our training set further to create a training and validation set.

We then supply the validation data in the xtest and ytest arguments.

# create training and validation data  
set.seed(123)  
valid\_split <- initial\_split(ames\_train, .8)  
  
# training data  
ames\_train\_v2 <- analysis(valid\_split)  
  
# validation data  
ames\_valid <- assessment(valid\_split)  
x\_test <- ames\_valid[setdiff(names(ames\_valid), "Sale\_Price")]  
y\_test <- ames\_valid$Sale\_Price  
  
rf\_oob\_comp <- randomForest(  
 formula = Sale\_Price ~ .,  
 data = ames\_train\_v2,  
 xtest = x\_test,  
 ytest = y\_test  
)  
  
# extract OOB & validation errors  
oob <- sqrt(rf\_oob\_comp$mse)  
validation <- sqrt(rf\_oob\_comp$test$mse)  
  
# compare errror rates  
tibble::tibble(  
 `Out of Bag Error` = oob,  
 `Test error` = validation,  
 ntrees = 1:rf\_oob\_comp$ntree  
) %>%  
 gather(Metric, RMSE, -ntrees) %>%  
 ggplot(aes(ntrees, RMSE, color = Metric)) +  
 geom\_line() +  
 scale\_y\_continuous(labels = scales::dollar) +  
 xlab("Number of trees")
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Random forests are one of the best “out-of-the-box” machine learning algorithms. They typically perform remarkably well with very little tuning required. For example, as we saw above, we were able to get an RMSE of less than $30K without any tuning which is over a $6K reduction to the RMSE achieved with a fully-tuned [bagging model](http://uc-r.github.io/regression_trees#bag) and $4K reduction to to a fully-tuned [elastic net model](http://uc-r.github.io/regularized_regression#elastic). However, we can still seek improvement by tuning our random forest model.

#### Tuning

Random forests are fairly easy to tune since there are only a handful of tuning parameters. Typically, the primary concern when starting out is tuning the number of candidate variables to select from each split. However, there are a few additional hyperparameters that we should be aware of. Although the argument names may differ across packages, these hyperparameters should be present:

* ntree: number of trees. We want enough trees to stabalize the error but using too many trees is unncessarily inefficient, especially when using large data sets.
* mtry: the number of variables to randomly sample as candiates at each split. When mtry=p, the model equates to bagging. When mtry=1, the split variable is completely random, so all variable get a chance btu can lead to overly biased results. A common suggestion is to start with 5 values evenly spaced across the range from 2 to .
* sampsize: the number of samples to train on. The default value is 63.25% of the training set since this is the expected value of unique observations in the bootstrap sample. Lower sample sizes can reduce the training time but may introduce more bias than necessary. Increasing the sample size can increase performance but at the risk of overfitting because it introduces more variance. Typically, when tuning this parameter we stay near the 60-80% range.
* nodesize: minimum number of samples within the terminal nodes. Controls the complexity of the trees. Smaller node size allows for deeper, more complex trees and smaller node results in shallower trees. This is another bias-variance tradeoff where deeper trees introduce more variance (risk of overfitting) and shallower trees introduce more bias (risk of not fully capturing unique patters and relatonships in the data).
* maxnodes: maximum number of terminal nodes. Another way to control the complexity of the trees. More nodes equates to deeper, more complex trees and less nodes result in shallower trees.

**Initial tuning with randomForest**

If we are interested with just starting out and tuning the mtry parameter we can use randomForest::tuneRF for a quick and easy tuning assessment.

tuneRf will start at a value of mtry that you supply and increase by a certain step factor until the OOB error stops improving be a specified amount. For example, the below starts with mtry=5 and increases by a factor of 1.5 until the OOB error stops improving by 1%. Note that tuneRF requires a separate xy specification. We see that the optimal mtry value in this sequence is very close to the default mtry value of .

# names of features  
features <- setdiff(names(ames\_train), "Sale\_Price")  
  
set.seed(123)  
  
m2 <- tuneRF(  
 x = ames\_train[features],  
 y = ames\_train$Sale\_Price,  
 ntreeTry = 500,  
 mtryStart = 5,  
 stepFactor = 1.5,  
 improve = 0.01,  
 trace = FALSE # to not show real-time progress  
)  
## -0.04236505 0.01   
## 0.0614441 0.01   
## 0.02425961 0.01   
## 0.06634214 0.01   
## 0.02149491 0.01   
## -0.02257957 0.01
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## -0.02973818 0.01   
## 0.0607281 0.01   
## 0.01912042 0.01   
## 0.02776082 0.01   
## 0.01091969 0.01   
## -0.01001876 0.01

**Full grid search with ranger**

To perfrom a larger grid search across several hyperparameters, we will need to create a grid and loop through each hyperparameter combination and evaluate the model. Unfortunately, this is where randomForest becomes quite inefficient since it does not scale well. Instead, we can use ranger wihch is a C++ implementation of Brieman’s random forest algorithm, and as the folliwing illustrates, is over 6 times faster than randomForest.

#randomForest speed  
system.time(  
 ames\_randomForest <- randomForest(  
 formula = Sale\_Price ~.,  
 data = ames\_train,  
 ntree = 500,  
 mtry = floor(length(features)/3)  
 )  
)  
## user system elapsed   
## 176.88 0.51 194.12  
## user system elapsed   
## 55.371 0.590 57.364  
  
# ranger speed  
system.time(  
 ames\_ranger <- ranger(  
 formula = Sale\_Price ~.,  
 data = ames\_train,  
 num.tree = 500,  
 mtry = floor(length(features)/3)  
 )  
)  
## user system elapsed   
## 14.94 0.12 5.64  
## user system elapsed   
## 9.267 0.215 2.997

To perform the grid search, first we want to construct our grid of hyperparameters.We are going to search across 96 different models with varying mtry, minimum node size and sample size.

# hyperparameter grid srearch  
  
hyper\_grid <- expand.grid(  
 mtry = seq(20, 30, by = 2),  
 node\_size = seq(3, 9, by = 2),  
 sample\_size = c(.55, .632, .7, .8),  
 OOB\_RMSE = 0  
)  
   
# total number of combinations  
nrow(hyper\_grid)  
## [1] 96

We look through each yperparameter combination and apply 500 trees since our previous examples illustrated that 500 was plenty to achieve a stable error rate. Also note that we set the random number generator seed. This allows us to consistently sample the same observations for each sample size and make it more clear the impact that each change makes. Our OOB RMSE ranges between ~26,000-27,000. Our top 10 performing models all have RMSE values right around 26,000 and the results show that models with slighly larger sample sizes (70-80%) and deeper trees (3-5 observations in an terminal node) perform best. We get a full range of mtry values showing up in our top 10 so is does not look like that is over influential.

for (i in 1:nrow(hyper\_grid)){  
 # train model  
 model <- ranger(  
 formula = Sale\_Price ~.,  
 data = ames\_train,  
 num.trees = 500,  
 mtry = hyper\_grid$mtry[i],  
 min.node.size = hyper\_grid$node\_size[i],  
 sample.fraction = hyper\_grid$sample\_size[i],  
 seed = 123)  
   
 # add OOB error to grid  
 hyper\_grid$OOB\_RMSE[i] <- sqrt(model$prediction.error)  
}  
  
hyper\_grid %>%   
 dplyr::arrange(OOB\_RMSE) %>%   
 head()  
## mtry node\_size sample\_size OOB\_RMSE  
## 1 28 3 0.8 25477.32  
## 2 28 5 0.8 25543.14  
## 3 28 7 0.8 25689.05  
## 4 28 9 0.8 25780.86  
## 5 30 3 0.8 25818.27  
## 6 24 3 0.8 25838.55

Although, random forests typically perform quite well with categorical variables in their original columnar form, it is worth checking to see if alternative encodings can increase performance. For example, the following one-hot encodes our categorical variables which produces 353 predictor variables versus the 80 we were using above. We adjust our mtry parameter to search from 50-200 random predictor variables at each split and re-perform our grid search. The results suggest that one-hot encoding does not improve performance.

# one-hot encode our categorical variables  
# caret package dummyVars()  
one\_hot <- dummyVars(~., ames\_train, fullRank=FALSE)  
ames\_train\_hot <- predict(one\_hot, ames\_train) %>% as.data.frame()  
  
# makr ranger compatible names  
names(ames\_train\_hot) <- make.names(names(ames\_train\_hot), allow\_=FALSE)  
  
#hyperparameter grid search --> same as above but with increased mtry values  
hyper\_grid\_2 <- expand.grid(  
 mtry = seq(50, 200, by = 25),  
 node\_size = seq(3, 9, by = 2),  
 sampe\_size = c(.55, .632, .70, .80),  
 OOB\_RMSE = 0  
)  
  
# perform grid search  
for(i in 1:nrow(hyper\_grid\_2)) {  
   
 # train model  
 model <- ranger(  
 formula = Sale.Price ~ .,   
 data = ames\_train\_hot,   
 num.trees = 500,  
 mtry = hyper\_grid\_2$mtry[i],  
 min.node.size = hyper\_grid\_2$node\_size[i],  
 sample.fraction = hyper\_grid\_2$sampe\_size[i],  
 seed = 123  
 )  
   
 # add OOB error to grid  
 hyper\_grid\_2$OOB\_RMSE[i] <- sqrt(model$prediction.error)  
}  
  
hyper\_grid\_2 %>%   
 dplyr::arrange(OOB\_RMSE) %>%  
 head(10)  
## mtry node\_size sampe\_size OOB\_RMSE  
## 1 100 3 0.8 26758.10  
## 2 100 9 0.8 26831.67  
## 3 100 5 0.8 26835.23  
## 4 175 3 0.8 26846.78  
## 5 100 7 0.8 26849.53  
## 6 75 3 0.8 26870.75  
## 7 75 5 0.8 26881.27  
## 8 175 5 0.8 26995.36  
## 9 150 3 0.8 27008.37  
## 10 150 5 0.8 27021.19  
## mtry node\_size sampe\_size OOB\_RMSE  
## 1 50 3 0.8 26981.17  
## 2 75 3 0.8 27000.85  
## 3 75 5 0.8 27040.55  
## 4 75 7 0.8 27086.80  
## 5 50 5 0.8 27113.23  
## 6 125 3 0.8 27128.26  
## 7 100 3 0.8 27131.08  
## 8 125 5 0.8 27136.93  
## 9 125 3 0.7 27155.03  
## 10 200 3 0.8 27171.37

Currently, the best random forest model we have found retains columnar categorical variables and uses mtry = 24, terminal node size of 5 observations, and a sample size of 80%. Lets repeat this model to get a better expectation of our error rate. We see that our expected error ranges between ~25,800-26,400 with a most likely just shy of 26,200.

OOB\_RMSE <- vector(mode="numeric", length=100)  
  
for (i in seq\_along(OOB\_RMSE)){  
   
 optimal\_ranger <- ranger(  
 formula = Sale\_Price ~.,  
 data = ames\_train,  
 num.trees = 500,  
 mtry = 24,  
 min.node.size = 5,  
 sample.fraction =.8,  
 importance = "impurity"  
 )  
 OOB\_RMSE[i] <- sqrt(optimal\_ranger$prediction.error)  
}  
  
hist(OOB\_RMSE, breaks = 20)
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Furthermore, you may have noticed we set imporance ="impurity in the above modeling, which allows us to assess variable importance. Variable importance is measured by recording the decrease in MSE each time a variable is used as a node split in a tree.

The remaining error left in predictive accuracy after a node split is known as **node impurity** and a variable that reduces this impurity is considered more imporant than those variables that do not. Consequently, we accumulate the reduction in MSE for each variable across all the trees and the variable with the greatest accumulated impact is considered the more important, or impactful. We see that Overall\_Qual has the greatest impact in reducing MSE across our trees, followed by Gr\_Liv\_Area, Garage\_Cars, etc.

optimal\_ranger$variable.importance %>%   
 tidy() %>%   
 dplyr::arrange(desc(x)) %>%   
 dplyr::top\_n(25) %>%   
 ggplot(aes(reorder(names,x), x))+  
 geom\_col()+  
 coord\_flip()+  
 ggtitle("Top 25 imporant variables")

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGwCAMAAABGhEZQAAABelBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZrYzMzM6AAA6ADo6AGY6OgA6OmY6OpA6ZmY6ZpA6ZrY6kLY6kNtNTU1NTW5NTY5Nbo5NbqtNjo5NjqtNjshZWVlmAABmAGZmOgBmOmZmZmZmZrZmkJBmkNtmtttmtv9uTU1uTW5uTY5ubk1ubo5ubqtujqtujshuq6tuq+SOTU2OTW6OTY6Obk2Obm6ObquOjk2Ojm6Ojo6OjsiOyOSOyP+QOgCQOmaQZgCQZjqQZmaQkLaQtmaQtpCQttuQ27aQ2/+rbk2rbm6rbo6rjk2rjqurq26rq46ryKur5Mir5OSr5P+2ZgC2Zjq2Zma2kDq2tpC2ttu229u22/+2/7a2///Ijk3Ijm7IyI7I5KvI/8jI/+TI///bkDrbtmbbtpDb27bb29vb2//b/7bb/9vb///kq27kq47k5Kvk/8jk/+Tk///r6+v/tmb/yI7/yKv/25D/27b/5Kv//7b//8j//9v//+T////hXaaGAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO2di38ct3GAT3LEsknzEiWrZln3KYkJ65CSpUQ11aZtUpFOa6XHtmlcny2btNumujpmeGGO5O3/XgzewO7tEwMs92Z+tnTaxc1i8R2wAGZnZpSRDFpGqStAgisEeOBCgAcuBHjgQoAHLgR44EKABy4EeODSD8AXWyMpNz8qKfbFN0ajr30In4544dvi8NXzW687Xf78T8qumr/ExdZa4fE+ynUCfMZL3HgB7RoU8Enpzyp/CQLcRirb6ur5jZ9mV/8+Yo17vn4/5KWrAbtCgNuIaavfvS1G4out22fro6+9kAXO12+rYmc3XnjfZCc/X7/xFxn7wrdfO99U2q6er52Mbn6Yfc7GeVYQvvWLb8AnPhyIwUCQ5vxMMfjaL3nl1DFWANR/qCoNl/gDeHRc/ZgV+MtYLVZLegiYtZ0YiS+2vrUux2S72BqA+AeLvAAMZW/8BL6wZn9Ta7t6/sb66NbrE/EouK+G+dF9C7AYGc7YWasYfO1/oXL62MXWG+tKKTt+bi4hC/RI+geYtRLrAyeMBXsyr70WY7KRE2i/o5HdkgIw+9bnAOp83f6m0cY+3YayrBOzMvzMGkBbs4ZoUYejmx85xW6LE+YYU/9dpR6OQ6f9gh0/X//Oa16gR9I/wLKBjm68uNjiR47sJ+TnAIQ/jdlH2eUF4DUYOtkR+Jf5ptHG+Ag9//2Lv1vnbODffDg2z+ATPnCs5YrJysljQj2ckU8H/lW42Bt//kv8lmokfQTMO+YZAOYtfWLG6Kt/HVmTmiN5Qrey+MIRAFbfNNqkfjGeys6nR3wFGNTACJ0vpodiDvi2VA/Hz+QCgNWGjyzf/hC5pRrJtQIshkstJy0As9H1W3//H7/aWgIYDsKIkS/Gx315bCng7Iu3q9bysaWPgN0hWg+trF3lDFUOimrsLgKsvmkP0XBMABcP1wLADNo/bq0VFYNLqGPiOmaIdmZV//W3vZpl9Q+wM8n6rj3JUkNyxqc15kQRYDMLMpMsAZjNrNiyRv1bADYPgfP1PxUjtF+MP+blMab+dmZPstiM4HcM9xm7KjvuTvsTS/8A28skvhpR3Us+AuHfZk9LfdMHrL9pLZMEKaHEBaw3xeC8mFT5xfg0XB6TqzBWUKzKR3JfTZbo1d5HDwFn53qjA/YT9JzlxNrNhCLf/ND6Zu4ZrL95rjc6uH6+7/HTIzG6SsAXb8OKSV2Fjwu5Yrdem2NiH+WbWilc4g14evCNju/0iW+PAOfF7AjG++bghAAPXAjwwIUAD1z6DJgkgBDggQsBHrgQ4IELAR64EOCBSz8A/8YV/985qSqAruAa1FAKAe7nBYYN+I9ImgsBHrgQ4IELAR64BAc83djY2F96dr59zP4rL2wKEODuEhrw9N5pdrm3Ww/whBf2CRPgkBIY8OXjY47o1c5ptjgcX+5t3D3O5t9/9+7x/AF0Vgew+DS7dwof+P+qDAEOJoEBM1rsz8XBe4fjbL5zOtnNppuM2352+Wgs6Rp+s03+m3g0loBNGXb495h4ylO31bWUJaBaA+bMssn+lKHdBWKsTyuk4qMBPOWFWUdXPViXkQWoB3eX0D1YMDvYn+98xUfojY07Y0FsssGG69IebMoQ4GCC9Aw+Xhy+3DkV/+LsYC7lD9Hw6bdjNpKrIXrPe0gT4O4SGHA2vXssZtHTDfYHewbbc6iHY3cWzabcrJOLB/RUdF1RhgAHk9CAs5lc2jJSrEPvsRFajL5syfvmu/v5dfDdT9gvgf39A9bbdRkCHEyCAw4pfuV+UyHpbTXYF7ge1iRY7vLZV0PAqTtDTuLzuR6Aa4tXudQ8cxKfDwGOKvH5EOCoEp9PYsAwg95sWJ7vbRLgWAo6AZ6xNfDiYKklKSewZuYWJQIcTUEXwIsDvv7dOVVWIWNEggXxm0/GmbAuSYHtDfEtq/xswyrhVS41z5zE55MUsN6gUFYhY0TiW1psWSSsS1Jmqu/a5WG7g5e4DtakFo3UF2kFeMcabF0jEnAD87CwLskiM/txLcuLXq3E+/Wl5pmT+B0weQ9mgy3sX1hWIfFR2/+t/Q3rB2HKSwUEGElBF8DiGcz6oGUVkh9VD358bJXXz2DPiqSHbgIcXkEXwPwpC39YViH50XoGG3x6Fm2Vh7MEGFFBJ8B8NnzXthypjzB9futwLK1L5hch18FW+QnNolEVdANcTn/7uLqQK7HvnqxJbWVxYE+u6hqTetyDU/HpK+CW4lUuNVVLUvEhwJEkFR8CHElS8ekJ4LxVSc6wchMtd+eKAF8PwAVWpWVT6NmzMuOTV7nUVC1JxacXgLVViZuHHMDaaUkVPfz501NhRpKGJml9IsBICkIA1r0VzEPusfn2Z8JpSR3eOZ3si3LC0KSsT323JnVonn5IJ8CKnzUum2cwd1pSh9mn2WamzEhyq9rsWHu/vtRULUnVAXvTg7lRqBAwd1qSR2H/Q5qRtKHJ3qv0KpeaqiWp+PQCsLYqFQLmTkvqKHya8E1o1Xv3rod/cCo+vQDsWJVygIXTkpAp/BJmm8LKYNyYHqoe7lUuNVVLUvHpB2BlVbIB8/3nTZff4n04f/noJZSThiZpfSLASArCAA4lse+erEmNpdhyVNee5FUOv0sS4LjiVY4AE2ACXHVeCgFGad70ClTThgG8OACb0mS5u5J4GNsbmqlidARqvorz6RWEBcyXRGXvYolXoR+OnSMEGFFBYMDQeye7WeaYinwjkwmUxf/71PgveZUjwP0DfPmIb0w6piLfyGTiKNlDdGRrUqD7vTYSbJI15b6Fjqkot8F1rwgwiPfrwwQcqH9UnE+vIDjgudyG3PB9lsxZiItHgCMpQALsmIpyNogJAY6mAAewayryAYO7mg51R4BxFSABdkxFuWfwfiZD3Qm6iwOaRaMpCA64k8S+ewIcSmqak2LfPQGOLF7lMAblwM1XcT69AtW0BBiledMrUE1LgFGaN70C1bS1AfM3X028Ojecu/zkmowssebTsBdy91iWVW/leZUjwGl6sG0uKgScMxnlS/PsSVOxVDbiVY4ApwTMDUb8Dz/7kTIZZSKK3eLwA9ZH2eddK+6d2vEgwMgK2gPWm1VO9iN9fi5SdEw3+VsA8webbpnFgRjkzRF0a1KDOxygNAYM9EwPdGxGymQkfYGhL8P/Xn+d8WUxL6vfAPF+fWEBo/SPivPpFbQGDH9Iy71vM1ImIxnFbgngLPP2qQkwhoLWgE0PztmMlMkIPrNRvBCwiFs52SfAyApaAzbP4JzNSE2gZBS7QsB8Fk2TrD4DFlNisAT5NiO9Dp7IWbQGbOxGfB18x39Dz6scAR74TtY1aD7sC/QKcB2TUXmZ2HdPgCOLVzm0kTlc81WcT69ANS0BRjmfXoFqWgKMcj69AtW0rRNEN8ycFD/SHW7zVZxPr6Aj4KaZkxJEusNtvorz6RV0A9w0c1KKSHe4zVdxPr2CboD1NkXNzEkpIt21urHhSUvADTMnpYh0h9s/Ks6nV9ARcMPMSSki3eE2X8X59Aq6AW6aOSlFpDvc5qs4n15BN8BNMyeliHSH23wV59Mr6Ai4WeakJJHucJuv4nx6BV0Bl9Nvmjkp9t0T4PbSKnNS7LsnwJHFqxzy+Byi+bAvQIAJcMV5KQQY5Xx6BappAwAWD1r5nF0yv5oWOS0hroPRmw/7Ar0CbDMtBjxhK2L+PiUBjqUAATBYEf5QOy7l4tzp7Q2xzbmBupOF3nzYF+gj4MvHnwqzg7AXWXHuxNvu8m1o36sJxZrU/a6GIsGewWwQhiwcEp8b507YDU2oSviXU8L79VEP7mUPViFnpb3IAuz34JxXk1c5AtxPwJNnm8qelDnTLfj427GJRZrzavIqR4B7CZinOlPvdLg+/NN7p6xfi7c+RKA716vJqxwB7hdgseH83sE+4/rVAZ9F+95HbB189xP2iBaB7nKR8LzKEeBeAQ4gse+eAIeRusYkAhxeQRTAtcWrXOfhmQATYNzz6RWopiXAKOfTK1BN2ylBtIhW59oXfId/73SESHdRmg/7Av0AXGQ5yoXAc0tFiHQXpfmwL9AnwLAnBZYjHt/OD2pnTlsHcYOwRGk+7Av0DTD4Jon4dkU92DIsRYh01+GOBiidn8E6VKH0APaewV4kwyxCpLso/QP7An3rwdvCIdTZofRO219EjXQXpfmwL9BHwFnm2hgKAUeIdBel+bAv0EPAMr5dBeAIke6iNB/2BXoIWMW3OyiYRVs08SPdRWk+7Av0AnA4iX33BLiLFNqQKNJdZAWIgFuIV7lWw3Lc5sO+AAEmwBXnpRBglPPpFaim7Qy4VrIkdN+k6M2HfYEeAeabWOXJkvB9k6I3H/YFcACfjLjcbgy4TrIkVN+k6M2HfQEEwBdbiuzJ6MaLZoArkiXh+yY1+EWumGjAF3/8kTnq/KNc6iRLwvdNit4/sC/Qs2dwRbIkfN+k6M2HfQEUwFf/0xZwRbIkfN+k6M2HfQEUwBdb/CF89Te1x2cFuCJZEr5vUvTmw74AzhB9Nrr1mv1xsxHgOsmS0H2Tojcf9gWQnsFsJj0arTXAG0i8yhFgtEnW+XqzVXC5kG9SOgWFgK+ej9b4MB1bvMpVdtf0zYd9AaRJFmxwXGw1egYT4H4qKAT8Z+LvfyPAyS+QYqNDehVViAgGD4Lmm9SH5sO+QALAyquoPmAs36Q+NB/2BRIAVjsaKiOSiMQho9rt/EznTHo3Dziwb1Ifmg/7AgkAK68iGchuwWOunMqIOg9Ehgb410YB4LC+SbWrTNLM2CC8ipxAdmAktMyAkHHFfQZj+Cb1oX9gXwCzB5+NltuD5w9VRiSRGwvQGTOgMBQV9OCwvkl9aD7sCyQYopVXkRPIrrQHY/km9aH5sC+QahYN47N47HIT8PaxlQVJxrgregaH9U3qQ/NhXyDVOhi2lWXiI2cWLQEvDopn0WF9k/rQfNgXwAF8sXX/YquZtTCMeJUjwEiAj9ayk5sfnXS0F5JvUh8UFAFmHfjq+Vp21mtjQ5C7X13A8NYOAe7BBVAAXz2/fcZWwEfxX+nwKkeAkZ7B5+ujteyo2uAvX5XdtCfI/maGK+F8k4Lc/aoCritiRbTvQCoFHNA3KcjdE+BKwJzvfPtTmScJcnD8UBmULPOSTTKMb1KQu19ZwCej0f2TOkP0Z7z/iiFa2JW+NAYlnjTJTgAe0jep8a9xxcVdB9/6lVgpVcj84fe4JUhAEpwsdtLWhOObFOTnvaI9mC+T7tdYJrH+ebm3qwFru9LcSZqE45sU5O4JcAVg4XpS2IONrQnHNynI3a8o4OwEhmjpoVQFWL5YJZ/B8+1XlkHJzKakBPRNCnL3qwoYbP11HPzlOvjel0BXz6IFUpM0yV44hfNNCnL3Kws4lXiVI8DXBDD5JqVTUAj4fJ0HYemtsSHY3a8o4BorYCTxKkeA0ZZJCeCCeJUjwFg9uCtg1+LgvIr1qOxB7FWOACM9gzub+pcDnj3bzRcnwHgKCgF3nmQppJd7bgqlbHH486enGfdRkoeFQYkAYykoAnz1vGv4BgU4lwN8vnM6gVBa+8q1SRqUskbWpI61W0kJO8kyliI/jtIuWBz4TpcwN6liQrxfH/Xgnk+yLI8lIYuDDWU+kuYmFXaJACMpKAKcnX89zCQr14O5RVE4JKneu9fijY5gd7+igHmUrCCTLP8ZPIXp1GxTmIKNuUlHmfYqR4D7uhctNp835YtZOtTd4n3uifjo5baODCANSgQYSwEO4LbiVY4A93Ud7Etdc1Lsu19RwGwdzCbSKXakvcqVd98Ad7+igAHt0e3sLH4sQ69yBBgP8ElvvQtD3v2KAga3M0a3xpvvBBj7AjiAYTP6qEnKFUfc6ITOa7Fe9qxc4B2vcgS4l8uknK3QfTHa2tcgwNcZsImZ5QGGSP/cSAjbIK+krxoBRlJQCLjbOrgKMGTP0l5nxjutrrmwVZ1IAr50Z0IX5gHL7FnwWXiduW/Ge78+6sF4y6QugKuG6IN943VGgJEVFAHuaA+uAgxhELXXGQFGVlAEuOMWhzIGawczD7ByH+VeZwQYWUER4I72YMVLOJgVr4OFkXBxcPcVAcZVUAQ4ncS+ewIcSFqaC0t7b4i7X0XAbfMHBxGvcgQYowezJ7CcRDfKAE6A+6kgD5jJkZhkBcxeSIBTKSgEbMviAELjTDaXnZfP16pMWSbCv+WAJg+ac17lCHCMjQ4ZRmc5YH6uKlOWDVg7oBHgXmxVst472VWxCVX0QS/FlYq7wlNDf7CxsTvjFmGTO8u8Gisd0NRB55xXOQKMNES773JcPnrJHRJsZzErxZXpwSpTFkQw3LRiKbk5OqQDmjqoz9WxJhUMDST1pGwna7oh86wYZzHbYVBZiGQJK7m7dF1xs+xIBzR50D3n/fqoB8fZ6JhLRwTLWcwGzD7OZPoVKGEBtp3PdJ4sywFN5U2aEGA0BfUBO85iHmCwKqgSVT1YOqBRD46joBiwG05YGvlsZzEfMF9MyUxZBnDhM1g6oOWewQQYRUEhYC+csKDpOIv5gHlgaFHCBixn0XaeLOWANpYHnRxaXuUIMNoyqV602eAS++4JcInUjk/YoLxXuYr+24fmw74A1jq4Xjjh4OJVjgBjTbJqhhMOLl7lCHCcZVI88SpHgHsGWHolFZomyuwVBBhPQQ6w2qds89JdtdGJAMdWkAMMcgJoW7z+bt6ItoIVXj7+Zx3c/4HKmaVTSmcz25bsVY4Aoy2T4K/m62ALsBWscO/e6YzvPUtLlEigdSrPQuYG/jZBtTWpYW1IbAkDWHslWcEKYffahLvTlih11gkv7P36qAfjDtGN10lWDzbBCjlCZTbidiSeQEtZp9iPwux9eJUjwKjr4OYOSh7gx9qFRfRgxxJlIpBayQ29yhHgvi2THMDSlnS5tynNUNISJRJoHYuzAJcAIyooAtzau9ADLGfLj36kZtEybKGeRfvBZglweAVFgMOGQCvP0uBK7LtfUcBZ0ABKHQCXd98Ad7+igLuHE24rXuUIcM8mWZ3FqxwBJsDd7n5lAZ+0tgdX2Bvc07Y/CwHGUVAIuO1OVgXg3GkCfM2MDRZBYSua7/xM2Y/efDKeb3/KY9vpDNJyUVxrHYxy9wS4NWD5FvUD82L0nbEbOMm8F13LmtS8KiS2BB6irYQ6sAn9WLmwGMDKs8G4PGXUgxEUFALuPsmyvJKA6c5pDrB0StIuTwQYR0Ex4PbSuAc/tmddXuUIcG8B255M8nmrnsEyAp7tm1THmoRy9ysL2HU+awTYSYk1NzPmt3gPhhxZIgKeckqSRiUCjKSgELDnfBZE2rxVeQ2aD/sCWMuksM5n4PNdy4cp9t0T4MjiVa5igO5D82FfAGmrsnfOZ0h3v6qA++d8hnT3Kws4iLjTKj/4O0h9YwPS3a8o4O4p3osB544R4KTGhlCArRxJra1JSHe/ooADvXRn5W7Q43Nba1KA6qy4ILx0Zw3HOkdSW2sS0s97VXtwGNGArRxJba1JSHdPgAMAdnIktbUmId09AQ4A2MTG62BNQrp7AtwJsDQs2TmS2lqTkO6eAEeW2HdPgCNL7LsnwJHFqxwN0QS4290T4MjiVY4AJwc84/PkmsKD+asE4AQ4joJugGeQRudgt/4XKt7M8ipHgBMDFuY+eK3dyqZkwtm9+WTsGosk4AkrufNrEQCPrEnICjoB1v3RyqYkP8pXoY2xyPrGjJ3alQHwyJoUSdoB3rEep1Y2JYhgJ5wZXGORSuDy9PTjsQyAR9YkZAXdAIsAo142JR3ODvjtuVH8eQme204GwCNrErKCToDFMxgyI5kYdvKj6sGP3UmV+AlMn+2qAHhkTUJW0AmwyHgmvI5UNiX50XoGz6x1kXwz6yHMvja16zBZk/AUdAPMZ88wCbayKZlwdm8djl1jkQIMuZNkADyyJiEr6Ai4nP6yRe/8nSXx0WLfPQFuLY47kpcyacp7LgGOogALcDvxKlc1Qveg+bAvQIA73T0Bjixe5QhwMsCQwz3LJncLZ1Fmizov5bFnvcoR4HSAH/7VaXb5ZMk0ebqr/sjJ7FmZ7cmrHAFOB3j7R+Ns/szkQnLSH6mwSSLOHbcxyTN8lzKzsiqp7xNgJAWtAX+yn/3fS50LyaQ/EhjHAFnGueM5lAx6MBZaWZWk8ancmtSsciQF0hjwq3cW77/SQbG8Rysbntl/tpOKOTHbFM6FxoxUbU3C+nlTD14O+LN/+vVfz3UuJDf9EeuoXx2OCwDzl3bu2lmV3KwcXuUIcELAxx9/AGlGpfEIjllGBda54TWPHGA+sxZJslTvNd8nwBgK2gPWoevAOOSmPxIGwQLAU3gazzbnJquSMj4RYCQF7QFLdNJ45KQ/EgbBPGCwIsFS+KXJqqS+T4CRFLQEjCSx754ANxPPalTjBAHGVhAUcGfxKlc1Qveg+bAvQIA73T0Bjixe5QhwbMBsyruxX15EPG4LLAreCzyw0SE2SKziXuUIcGTAU7bSvdwrd0USr7YXGAVdwLDBAfrco17lCHBcwGLziZsWbL8ilRzJ4ggWYXlSGo5gV+SHfjGZ1YEAIypoAlhsVUHsI8evSCVHssipF6OFKQlwz+596RRbHIiPBnCJNalG3UgqpBZgYQ8EfxPbr0i97i5EPFT3vbwrmd7XMtr4upgX13ZG79dHPThyD+YgZPxB41fkAVYhSK3MSfzlHR9wlilnCCNe5Qhwqmew41dUDLiiB4sfizAsEWBEBU0A8wB1MIt2/YqKAVsn4Rk8337lFOOzaJpk9QwwD8nBwdh+RUsAm8xJmZxFO0M0jO93xhkBRlbQDLCCU/ruaweJffcEuFgK9zHqGYzKi8W+ewIcWbzK0RBNgLvdPQGOLF7lCHBKwGrLquCMN6W2Xso60IYjsibFUdABsNp0bgDYWweTNan3gMFJRbglLQ4/YD2Rfd61YtdpwMLiZMXjIGtSJAUdAc93TqVb0uJgkzuVOu/JGsAP9L6WELImRZa2z+B7p3JRDH0Z/nd6pQGcd1Mia1IUBR0AK8u+cEtqDDgja1IMBR0BQ+TYjL8KUAhY9G7wJPUBkzUpkoKOgBlB6ZZUCDibbGY8oHQOMFmTIinoAFitgydyFq0BQ3IkTViscvNDNFmT4ihoDxhDvMoR4L4CXm4zImtSZAU4gNuKV7mqDtyD5sO+AAHudPcEOLJ4lSPAcQF7eY/4DuTGhuvanxexFp7YZicv25KIjEeAURQ0AZy5DkZ62TMtSXWlYtvZgP1sSwQYUUErwNxeBH+8UluRxpbkBb2Tse2yyTO2ZhYR8P5FhbJUfktVMTrw7p4AFwPWrzzrHmzZktygdzK2XTaB8p/xCHhfqlFABbyb8dcGlluT6lWNpFSaADZOC8qiZO9j5YPewb4zh7zPI+DpMLQqXBYN0YgK2gA2bkfwiWdesQC7Qe9kbLvsY+7NxCPgzbdlYDz9KvyEAKMp6NiD4Z9TdycailnepCK2HfzHOuri8OXOqc62RD24p4C9ZzA8fy3AbtA7GdsOzEoibNqum23JPIMJMIqCVoDFW1eLAzWLfrBr92A76J2KbTdms2jAKl7Sk9mW5M+DZtGYChoCRhavcgS4v4DrxrYrBXwNmg/7Ar0F3E68ylEPJsDd7p4ARxavcgQ4HWCRaaPIKUV9mvhuS947s0ZoHYyooD3gu8fFzAhwrxS0Brz9yabcTdaxOMAw9ERHtOP2o8wKePdKnpC+S+YvWgcjKmgP+Hgi0mnIcHfiE+xPyYh2E+GKZALe6RO5v8iahC8tAF8+PZUxs0S4O76tfKhNCMJ+5IXLksXA6GT+oiEaUUEHwGD5g7w6KtydSmgnWUr70bZDXe5fyyPyL7ImISroAnhx+FJ0SNmjcz0Yoh5SD06roAtgMZU2Ee3kM1gBNg9mEw3PHMk9gwkwioJOgGVsQ+VjxD69ZfXgZ3ZMaQuwO4smaxKugraAS7m3Fq9yBLhXgOHtnIbWI19i3z0Bjixe5agHE+Bud0+AI4tXOQKcGnB5HqV8WJ2NQicXWgcjKugEuCKPkgsYllSwQU2AoyroAljlcHgl9iitREnwRta+F3WFvzFtJVSS2ZbImoSroAtglUfpPe5ydKqyKO0L/wadQtouDKLsS2RNiimtAKs8StzlyMqiBCI++oGxMj8dC+1FIyvoDpjh4S5HVhYlGVrJAey4nBmbBFmTkBV0AazzKHGXIyuLEkQ584do/QymHhxVQRfAOo+ScDny7EYPx0tm0W45sibhKugEWOVREi5HxqwE62M2NV6yDnbtS2RNwlXQDXBo8SpHgK8B4EZOSrHvngBHFq9y1IMJcLe7J8CRxascASbA3e6eAHsCW0581TrbzJ80+xXFObMgxIORBomx8O6eAHsyhU0NCE04LbARWoB5LJ49j7ADuEliLLy7J8CezHdORSQkiLey3IdMUIPdZ3P2zph9SWVLapYYC+/uCbAnl4+PL59+9T7fQS55f13G4oGIO7siadY+K/TV4XiiO36TxFi1qkZSLvUAgxXoHfA4eicr80AR1OAdANuEuDj8nj2w10+Mhffzph7sy3R/yjrj7nTXtvrlfMh0D1YmxB3xZsAPnrov7NRMjIV39wTYl9nmx6zXvfPxuEYPZiO3ZULkPdrMzZokxsK7ewLsy+UT/v7V94+zymcwnyeLszwBHgQTNhPpJomx8O6eAPsCcSlFPrMyHzKzDpYJZdUs2kkgXDsxFt7dE+DIEvvuCXAzqWEapMRYkRUEBRxa/HUxKWgvBHioCqQQ4KEqkEKAh6pASi8Bk4QTAjxwIcADFwI8cCHAA5fEgC/3VHQH8yl/uvCckKlOc7ukkNz0LgnkpR1fSxQIz/YKBdPilLtVCsyp1jUokbSAwdw03XQ/5U8XnpOibdFLCs1Ek8+WJztWp8oUcM/2h0t2YrXuXCj0WgrMqdY1KJO0gALhjBMAAAHSSURBVMFuLN8SeOzEOxQuqvKgKZUTyw5ZpCCb3HnJX0kQfxWJPlWmgFuxi/kZBaouDRWYU21rUCppAfP387gDsfokXuaSNycPmlI54a+O7GfLFGQNhugKBctqYEqoujRXUNYG9RQsl7SA4ZUBUW35Sb7MNeOmp1150JTKCYxaoucUKsgaAK5QYKcuL1Yg69JCgTzVvgYl0rMeLF/mqt2DuUz2lynImvfgJQpKokY5uif7zRWoU+1rUCI9eware6r7DOZiP8BcBVkDwKUKRDahcgWyLo0V6FPta1AiqWfRu3oWLT7JV72c06ZUTqCsyHRaqCBrALhMQXnrWmM81KWhAnOqfQ1KpBfrYDl1lEte662PWutgE5Y8r6Au4AoF040ipytfwXTDvIhWX4E81akGJUI7WQMXAjxwIcADFwI8cCHAAxcCPHAhwAMXAjxwIcADFwJcX05uvMgutm6nrkYzIcAN5GgN/rteQoAbyPnv/+TrH6WuREMhwE3kZHQ/dRWaCgFuIkej6zZCE+AmcnbzP7euWxcmwPXlgtE9u3nNHsIEuL4c3XqdXT2/ZoM0AR64EOCBCwEeuBDggQsBHrgQ4IELAR64EOCBCwEeuBDggcv/A1GKWQGJg/0WAAAAAElFTkSuQmCC)

**Full grid search with H2O**

If you ran the grid search code above you probably noticed the code took a while to run. Although ranger is computationally efficient, as the grid search space expands, the manual for loop process becomes less efficient. h2o is a powerful and efficient java-based interface that provides parallel distributed algorithms. Moreover, h2o allows for different optimal search paths in our grid search. This allows us to be more efficient in tuning our models. Here, I demonstrate how to tune a random forest model with h2o. Lets go ahead and start up h2o:

# start up h2o (I turn off progress bars when creating reports/tutorials)  
h2o.no\_progress()  
h2o.init(max\_mem\_size = "5g")

First, we can try a comprehensive ( **full cartesian**) grid search, which means we will examine every combination of hyperparameter settings that we specify in hyper\_grid.h2o. Here, we search across 96 models but since we perform a full cartesian search this process is not any faster than that which we did above. However, note that the best performing model has an OOB RMSE of 24504 (), which is lower than what we achieved previously. This is because some of the default settings regarding minimum node size, tree depth, etc. are more ?ggenerous?h than ranger and randomForest (i.e. h2o has a default minimum node size of one whereas ranger and randomForest default settings are 5).

# create feature names  
y <- "Sale\_Price"  
x <- setdiff(names(ames\_train), y)  
  
# turn training set into h2o object  
train.h2o <- as.h2o(ames\_train)  
  
# hyperparameter grid  
hyper\_grid.h2o <- list(  
 ntrees = seq(200, 500, by = 100),  
 mtries = seq(20, 30, by = 2),  
 sample\_rate = c(.55, .632, .70, .80)  
)  
  
# build grid search  
grid <- h2o.grid(  
 algorithm = "randomForest",  
 grid\_id = "rf\_grid",  
 x = x,  
 y =y,  
 training\_frame = train.h2o,  
 hyper\_params = hyper\_grid.h2o,  
 searchsearch\_criteria = list(strategy = "Cartesian")  
)  
  
# collect the results and sor by our model performance metric of choice  
grid\_perf <- h2o.getGrid(  
 grid\_id = "rf\_grid",  
 sort\_by = "mse",  
 decreasing = FALSE  
)  
  
print(grid\_perf)

Because of the combinatorial explosion, each additional hyperparameter that gets added to our grid search has a huge effect on the time to complete. Consequently, h2o provides an additional grid search path called **?gRandomDiscrete?h**, which will jump from one random combination to another and stop once a certain level of improvement has been made, certain amount of time has been exceeded, or a certain amount of models have been ran (or a combination of these have been met). Although using a random discrete search path will likely not find the optimal model, it typically does a good job of finding a very good model.

For example, the following code searches a large ggrid search of 2,025 hyperparameter combinations. e create a random grid search that will stop if none of the last 10 models have managed to have a 0.5% improvement in MSE compared to the best model before that. If we continue to find improvements then I cut the grid search off after 600 seconds (30 minutes). Our grid search assessed 190 models and the best model (max\_depth = 30, min\_rows = 1, mtries = 25, nbins = 30, ntrees = 200, sample\_rate = .8) achived an RMSE of 24686 ().

#hyperparameter grid search criteria  
  
search\_criteria <- list(  
 strategy = "RandomDiscrete",  
 stopping\_metric = "mse",  
 stopping\_tolerance = 0.005,  
 stopping\_rounds = 10,  
 max\_runtime\_secs = 30\*60  
)  
  
# build grid search  
random\_grid <- h2o.grid(  
 algorithm = "randomForest",  
 grid\_id = "rf\_grid2",  
 x = x,  
 y = y,  
 training\_frame = train.h2o,  
 search\_criteria = search\_criteria  
)  
  
# collect the results and sort by our model performance metric of choice  
grid\_perf2 <- h2o.getGrid(  
 grid\_id = "rf\_grid2",   
 sort\_by = "mse",   
 decreasing = FALSE  
 )  
print(grid\_perf2)  
## H2O Grid Details  
## ================  
##   
## Grid ID: rf\_grid2   
## Used hyper parameters:   
## - max\_depth   
## - min\_rows   
## - mtries   
## - nbins   
## - ntrees   
## - sample\_rate   
## Number of models: 190   
## Number of failed models: 0   
##   
## Hyper-Parameter Search Summary: ordered by increasing mse  
## max\_depth min\_rows mtries nbins ntrees sample\_rate model\_ids  
## 1 30 1.0 25 30 200 0.8 rf\_grid2\_model\_114  
## 2 30 1.0 30 30 400 0.8 rf\_grid2\_model\_60  
## 3 25 1.0 20 25 200 0.8 rf\_grid2\_model\_62  
## 4 20 1.0 20 15 400 0.8 rf\_grid2\_model\_48  
## 5 20 1.0 15 15 350 0.75 rf\_grid2\_model\_149  
## mse  
## 1 6.09386451519276E8  
## 2 6.141013192008269E8  
## 3 6.143676001174936E8  
## 4 6.181798579219993E8  
## 5 6.182797259475644E8  
##   
## ---  
## max\_depth min\_rows mtries nbins ntrees sample\_rate model\_ids  
## 185 30 5.0 30 15 500 0.55 rf\_grid2\_model\_126  
## 186 35 5.0 15 10 300 0.55 rf\_grid2\_model\_84  
## 187 25 5.0 15 20 200 0.55 rf\_grid2\_model\_20  
## 188 35 5.0 15 10 200 0.55 rf\_grid2\_model\_184  
## 189 40 1.0 15 20 400 0.55 rf\_grid2\_model\_127  
## 190 30 1.0 25 20 500 0.632 rf\_grid2\_model\_189  
## mse  
## 185 7.474602079646143E8  
## 186 7.530174943920757E8  
## 187 7.591548840980767E8  
## 188 7.721963479865576E8  
## 189 1.0642428537243171E9  
## 190 1.4912496290688899E9

Once we have identifed the best model we can get that model and apply it to our hold-out test set to compute our final test error. We see that we?fve been able to reduce our RMSE to near $23,000, which is a $10K reduction compared to elastic nets and bagging.

#grab the model id for the top model, chosen by validation error  
  
best\_model\_id <- grid\_perf2@model\_ids[[1]]  
best\_model <- h2o.getModel(best\_model\_id)  
  
# Now let?fs evaluate the model performance on a test set  
ames\_test.h2o <- as.h2o(ames\_test)  
best\_model\_perf <- h2o.performance(model = best\_model, newdata = ames\_test.h2o)  
  
# RMSE of best model  
h2o.mse(best\_model\_perf) %>% sqrt()  
## [1] 23104.67

#### Predicting

Once we?fve identified our preferred model we can use the traditional predict function to make predictions on a new data set. We can use this for all our model types (randomForest, ranger, and h2o); although the outputs differ slightly. Also, not that the new data for the h2o model needs to be an h2o object.

# randomForest  
pred\_randomForest <- predict(ames\_randomForest, ames\_test)  
head(pred\_randomForest)  
## 1 2 3 4 5 6   
## 129459.5 185526.7 263271.6 196375.7 176455.2 392007.5  
## 1 2 3 4 5 6   
## 128266.7 153888.0 264044.2 379186.5 212915.1 210611.4  
  
# ranger  
pred\_ranger <- predict(ames\_ranger, ames\_test)  
head(pred\_ranger$predictions)  
## [1] 129130.5 186123.7 269912.0 198751.7 176939.0 395345.4  
## [1] 128440.6 154160.1 266428.5 389959.6 225927.0 214493.1  
  
# h2o - commented  
# pred\_h2o <- predict(best\_model, ames\_test.h2o)  
# head(pred\_h2o)  
## predict  
## 1 126903.1  
## 2 154215.9  
## 3 265242.9  
## 4 381486.6  
## 5 211334.3  
## 6 202046.5

#### Learning more

Random forests provide a very powerful out-of-the-box algorithm that often has great predictive accuracy. Because of their more simplistic tuning nature and the fact that they require very little, if any, feature pre-processing they are often one of the first go-to algorithms when facing a predictive modeling problem. To learn more I would start with the following resources listed in order of complexity:

* An Introduction to Statistical Learning
* Applied Predictive Modeling
* Computer Age Statistical Inference
* The Elements of Statistical Learning